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Emergence of multi-core architectures for mainstream users

The context is changing in computer science: until recently, CPU manufacturers still managed
to increase clock speed, allowing them to improve the power of their chips while staying within a
single core architecture. Unfortunately, it seems that a limit has recently been reached for air-cooled
personal computers with Intel’s NetBurst architecture used in Pentium IV, that topped at 3.8GHz
in 2005.

These chips were plagued with problems related to their very high frequency (heat dissipation
problems due to their high 110W Thermal Design Power) and their architecture also pushed pipe-
lining to its limit, with up to 31 stages on Prescott micro-architecture, making prediction errors
particularly costly, compared to standard pipelines.

The single-core architecture paradigm was pushed to an end, leading to new trends in processor
architecture design. A new direction was taken, with the introduction of multi-core processors
into desktop machines (Pentium D, Core Duo and Core 2 Duo, Athlon 64 X2), ending the race
in clock frequency. Still due to heat dissipation problems, the first processors using this dual-core
architecture came out with a frequency reduced to 1.8GHz. Officially, frequency can no longer be
used to compare CPU performance, as their micro-architecture must now be taken into account.
This trend was common to all CPU manufacturers.

In multi-core processors, the user now runs multiple threads in parallel, as was the case in old
multi-processor systems used in professional environments (multi-user servers, web servers, High
Performance Computing (HPC) clusters, a.s.o.). The number of cores then increased to 4. Using
Simultaneous Multi Threading (SMT), such processors could run up to 8 concurrent threads, with
the drawback that in order to attain its peak computing power, such processors must perform
several tasks simultaneously.

Exploitation of multicore architectures

Exploitation of these resources is possible thanks to the task scheduler, which should assign a task
(a program) to each of the different cores. This method is similar to what was used in multi-user

9



10 INTRODUCTION

systems, where a large number of tasks owned by all logged users was scheduled on the different
processors of the computer. On modern systems, the scheduler distributes the tasks of one user on
all the cores of the CPU (web browser, music listening program, system daemons).

This technique presents several advantages, including a strong system responsiveness to user
interaction and use of already existing software and hardware concepts. Indeed, standard task
scheduling of multi-processor can be adapted to this case.

However, some questions remain open: load balancing in particular is a difficult problem. Due
to the single-user aspect, the number of heavy tasks is not necessarily high enough. Users typically
executes one main task, which generally is the CPU-time consuming one.

The larger task uses all the available processing power only if it is programmed in order to be
run on a multi-processor system, i.e. if it is a parallel application. But in the general case, it is not,
as most applications are still developed in a sequential fashion. In order to overcome this problem,
some mechanisms have been implemented in order to increase the power of one of the cores at the
expense of the others.

Multi-core architecture also increases the pressure on memory, as all system cores share access
to the same memory device. If an application is mainly limited by the memory speed of the
machine, running it on a multi-core architecture does not bring any improvement, even if it can be
decomposed in sub-tasks suitable for multi-core execution. The same goes for cache memory, that
is shared by all the cores.

Multi-core processors are also useful for high performance computing (HPC). They can be
used in multiprocessor systems in a transparent way, either by reducing the price of the system
or by increasing the number of cores available on each computing node. Using standard HPC
parallelization techniques brings some advantages as, for example, load balancing is simplified.
Indeed, parallelization is often a regular division of a given task into a set of equal sub-tasks. A
single application running on different cores of a computing node allows to share data between the
cores. Such sharing can include smart cache sharing. Reuse of data increases, as does memory
efficiency of the application. The power used by an application can approach the theoretical peak
of these processors, especially for applications where the bottleneck is computing power.

But unfortunately, such techniques do not apply to some applications, that do not scale to a
large number of tasks. Some cannot be parallelized at all, but they already were problematic in
the case of standard parallelization over multi-processor parallel architectures.

Multi-core architectures bring a real advantage in computation clusters, where parallelism be-
tween the different computation nodes, between the multiple processors and between the multiple
cores is exploited. If the last two levels of parallelism are just slightly different, clusters with single
processor computers are nowadays pretty rare and every application using such cluster architectures
must use different parallelization paradigms, one for the shared memory machines and another for
distributed memory machines (for instance: OpenMP and MPI).

General-Purpose Graphics Processing Units

Video games require a lot of computing power, especially in order to perform 3D rendering. Com-
puter Aided Design (CAD) and animated films techniques are used here to render real-time scenes
of the worlds in which the players evolve. This market lead to the development of hyper-specialized
devices installed in expansion boards in order to help CPUs performing these 3D rendering com-
putations.

Early developments of theses graphics cards start in the 90’s, but it is necessary to wait until
the 2000s in order to use them to speedup non-3D rendering computations, with General-Purpose
Graphics Processing Units (GPGPUs). The processors of these devices embed a large number of
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cores (several hundreds on modern processors), implement a Simultaneous Multi-Threading (SMT)
mechanism (several dozens contexts) and host a fast and large memory.

They have an interesting power/cost ratio, as they are developed by the video game industry
which has an important number of customers that can absorb developing costs more easily than
the much smaller HPC market. This makes it a particularly common equipment on desktop com-
puters and modern video game consoles. With the development of scientific computing on these
architectures, parallel machines are now also equipped with this type of processors. For example,
the number 1 fastest supercomputer in the world in September 2011, Tianhe-1A, is a heterogeneous
architecture using GPGPUs.

But using GPGPUs remains difficult for HPC due to their numerous hardware quirks. These
architectures are very special and are still developed to perform 3D renderings. They remain
difficult to exploit efficiently, even though some manufacturers are making efforts to generalise
their architecture. Similarly, only a small number of programming libraries are available for these
architectures and each development requires to recode almost everything, in a GPGPU-adapted
way. But as for the architecture, things are improving and more and more sophisticated tools are
emerging in order to help develop generic programs on GPGPUs.

GPGPUs are based on an SIMD architecture (with some flexibility) which makes them difficult
to use, as many applications cannot use this paradigm. In addition, in order to maximise computing
speed, it is necessary to use as many cores as possible, resulting in scalability problems, because
there can be hundreds of them. GPGPU chips go beyond the concept of multi-core architecture.
They are many-core processors.

The scope of these architectures is thus limited and only some applications can benefit from
them, but there are nevertheless many attempts to port existing applications on these GPGPUs,
due to their very attractive power / cost ratio.

In fact, the principles used in GPGPU architectures was commonly found in older parallel
processors. SIMD architectures such as shared memory computers, with a lot of cores, have existed,
but were abandoned when easier and/or more efficient ways of developing more computing power
were invented (shared memory clusters).

Evolutionary algorithms and GPGPUs

Evolutionary algorithms (EAs) are inspired from natural evolution. They allow to find solutions that
are not necessarily optimal —but often satisfactory enough— to many complex inverse problems
but they use a lot of computing power.

What makes nature inspired algorithms in general and EAs in particular interesting in the con-
text of GPGPU computing is that they are intrinsically parallel. Indeed, they realize an exploration
/ exploitation of the search space by evolving a set of possible solutions. Only a small number of
their steps need a global communication. As is the case in many intensive computing domains,
many works are being carried on the parallelisation of these algorithms over various architectures,
including GPGPU processors, as these algorithms, which are intrinsically parallel, can use the very
large number of processing cores that are found in GPGPU chips.

Finally, the SIMD character of GPGPU parallelism is not that much of a limitation to EAs and
their synchronous aspect makes them very good candidates for an efficient use of GPGPUs.

Outline

Part T of this document will start with a state of the art on the topic. Then, starting with a
description of the evolutionary algorithm that will be used throughout this document, we will
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explore the implementation of different evolutionary algorithms on classical parallel architectures.
Then we will describe the structure of GPGPU cards, before presenting EASEA, an evolutionary
algorithm specification framework which will serve as a support for this thesis.

Part IT will contain the heart of the subject by analyzing how an evolutionary algorithm can be
parallelized, and also by going through the foundations of a task distribution algorithm for GPGPU.
We will detail various implementations of evolutionary algorithms on GPGPU, before presenting
the current state of the EASEA platform after this thesis.

Part IIT will present some applications of evolutionary algorithms developed during this PhD
thesis, using or not using GPGPUs, and will include a discussion on massively parallel evolutionary
computation and its potential developments.

Finally, a conclusion will end this document.
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1.1 Introduction

1.2 History and principles

Evolutionary algorithms (EAs) are usually used to search for the best possible solutions to complex
inverse problems. They incrementally improve a set of potential solutions that explore / exploit
in parallel a search space comprising all the feasible solutions. Basically, they use the evolutionary
principle discovered by Charles Darwin, who described the adaptation of species to an environment
through reproduction, variations and survival of the fittest individuals.

The idea to implement evolutionary algorithms in silico starts independently in a few places,
during the late 50’s. The goals of the researchers behind these first works are different and include
the simulation of natural evolution [1] and the automatic programming of computers [2]. Founda-
tions being laid, it is still necessary to wait for computers to have enough processing power so that
evolutionary computation can become competitive with other stochastic optimization techniques.

Surviving trends in these early paradigms are:

e Evolutionary Strategies (ES) [3, 4],

e Genetic Algorithms (GA)[5, 6],

15



16 CHAPTER 1. EVOLUTIONARY ALGORITHMS

e Evolutionary Programming (EP)[7, 8],
e Genetic Programming (GP)[9, 10]

These different implementations of the evolutionary computation principle survive in their re-
spective fields of application, which can be grossly summed up as optimization of combinatorial
problems for GAs, optimization of continuous problems for ES and optimization of problems whose
structure is not known for GP.

Finally, [11, 12] suggest a unified view of evolutionary algorithms in a common paradigm. From
this point of view, the different variants are instances of a common model for evolutionary com-
putation, each instance having its own parameters, genome definition and operators to manipulate
their genome.

1.3 Internal elements

Evolutionary algorithms are broken down into several interrelated parts.

1.3.1 Individual representation

Because of its analogy with the living, EAs evolve individuals that compose a population. Each
individual is a potential solution to the problem being optimized. It is encoded by a set of genes
that describes it. These genes are the genotypic representation of an individual, which are turned
into a phenotypic representation (the gene carrier) for evaluation.

The individual representation is a key point in classifying historical evolutionary algorithms.
Computers represent all data as binary digits and researchers developing GAs also use this rep-
resentation in order to encode the genomes of their individuals. If the optimization of discrete
problems is well suited to this representation, it is more difficult to optimize continuous problems
using this technique. While in a combinatorial problem, inverting a bit in the genome may cause a
small displacement in terms of Hamming distance, if the same genome implements an integer value,
it is more difficult to quantify this displacement. If a boolean mutation (bit flip) is applied to the
least significant bit of an array of bits representing an integer, the displacement of the individual
in the search space will be smaller than if the bit flip is applied to the most significant bit.

ES users implement a genome representation in the form of actual real-valued variables and
develop variation operators which are adapted to this representation, abstracting the fact that the
underlying implementation is also based on bits.

Representation introduces biases in the research, which greatly influence how easy or difficult
it will be to find the solution. It is easy to understand that even though all computer programs
end up being coded with processor instructions, a particular software may be easier to develop in
C or JAVA rather than directly in assembly language. Of course, these languages also introduce
limitations on the possible programs that can be implemented. Variation operators that manipulate
the individuals are also different depending on the kind of representation that is used.

Even with an identical representation, the format of the individual will also distort the search
space. In a binary representation where single or multi-point crossovers are used, two interdependent
genes separated by many other genes will more likely be disrupted than if they were close one to
another.

Finally, restricting the search space to “reasonable” solutions will help the algorithm find a
solution within these bounds but may prevent it from finding a better unexpected solution.

Figure 1.1(a) presents the genome of an individual implemented to solve timetabling problems.
The genome is a set of n course topics, each described by a room R; and time-slot 7;. This
representation is used in Burke et al. [13].
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(a) A genome representation for exams timetabling. (b) A genetic programming individual representation.

Figure 1.1: Two individual representations for two evolutionary algorithm problems.
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Figure 1.1(b) presents a tree-shaped genome, which is commonly used in genetic programming
to represent a mathematical expression that is equivalent to formula 1.1:

(COS(S) —((z+y) x O)) + In(z) (1.1)

where x and y are input variables from the learning set.

1.3.2 Evaluation function

The evaluation function, also called the fitness function, is a key part of an evolutionary algorithm.
It allows to rate an individual and is specific to the problem, along with the genome representation.
This function should allow to compare between different individuals, possibly with a non total order
(in this special case, two individuals are compared in a tournament that will tell which of the two is
the best). To continue the analogy with biology, the function evaluates how adapted an individual
is to its environment.

The genotypic representation of an individual typically needs to be turned into a phenotypic
representation in order to be evaluated (it is difficult to judge on the sex-appeal of a member of
the opposite gender by looking at his/her genome only).

Evaluation functions represent the search space. They are often highly multi-modal (i.e. they
have many local optima) when they are used in evolutionary algorithms. The evaluation function
describes a fitness landscape that the algorithm tries to optimize, by sampling it using a population.
Indeed, the population contains individuals spread over the fitness landscape and variation opera-
tions applied to these individuals move them around, trying to send them to the most interesting
parts of the search space.

Fackley(z) =-20 exp —0.2

D D
1 &, 1
D E_l 27 | —exp (D E_l cos(27rzi)> + 20 + exp(1) (1.2)

Figure 1.2 presents the fitness landscape associated with the function shown in equation 1.2 for
a 2 dimensional problem. Except for toy-problems or benchmarks like this, the fitness landscape is
not generally known.

Evaluation functions represent the problem to be solved. They all have a different execution
time. The time spent in evaluating the population is often the predominant part in the execution
of an EA. Typically, GP evaluation time is very computing intensive, as for symbolic regression, an
individual is compared to a training set that can count thousands of cases.

Conversely, for constraints solving problems (like timetables), the evaluation of an individual
consists in giving penalties every time a constraint is busted (total time, density of the solution).
These computations can be very light, meaning that the evaluation of the population can represent
a negligible part in the total execution time of the evolutionary algorithm.

These considerations are relatively important, because if evaluation is very expensive (Navier-
Stokes equations, for instance), it is interesting to use complex variation operators that will save
on function evaluations.

On the opposite, time to find a solution may be longer if such expensive operators are used, if
evaluation is very cheap. In such cases, producing as many individuals as possible and counting
on artificial evolution to select the best individuals may be more efficient. In Collet et al. [11], the
authors investigate this idea and conclude that the use of complicated evolutionary operators such
as Schwefel’s adaptive mutation that efficiently reduce the number of evaluations is not justified if
evaluation time is very short.
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Figure 1.2: The fitness landscape corresponding to a 2D “Ackley path” evaluation function as
presented in Figure 1.2.

1.3.3 Population initialization

Using a uniform random generator to initialize the values of the different genes of the initial popu-
lation allows to uniformly sample the search space on a large scale.

More sophisticated strategies can be used, and expert knowledge can be inserted at this level.
Of course, this will induce a bias, that could prevent the algorithm from finding a good solution if
the population is initialized in a wrong part of the search space.

For example, if it is believed that the best solution to propel a boat is to use a paddle wheel and
consequently, the initial population is exclusively initialized with paddle wheels, the optimization
algorithm will optimize paddle wheels and will probably never find a propeller, that is much more
efficient. The bias introduced in the initial population should therefore be greatly considered, as it
may prevent from finding unexpected efficient solutions.

1.3.4 Evolutionary loop

Once an initial population as been created, an evolutionary algorithm evolves a population of
parents in order to improve the quality of the solution, in the sense of the evaluation function. The
algorithm performs a loop, as described in Figure 1.3, or in algorithm 1. The execution of a loop
iteration corresponds to a generation, in order to pursue the natural analogy.

The initial population is first generated using the initialization operator described above. Then,
each individual is evaluated in order to determine its adaptation to the environment (i.e. how well
it solves the problem) and becomes one of p potential parents to create a future generation.

The algorithm now enters the evolutionary loop. First of all, the algorithm checks whether
a stopping criterion is met or not. Such a criterion can be a time limit, a maximum number of
generations, or whether an individual has found a good enough solution. If such a criterion is not
detected, A children are created by repeating the next steps A times:
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Parents Population
Evaluation initialization Input: P: parent population
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Ge@ Selection of R := P.selectNParents|()
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end
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Crossover) nd -reduce(y)

Algorithm 1: (u+A) EA algorithm.
Figure 1.3: (u+A) cEA flow chart.

e Select n parents (n being the number of parents needed to produce a child).
e Create a child using one or several variation operators (as presented in section 1.3.5).

e Add this child to the children population.

When the children population is populated with A\ individuals, it is evaluated and potentially
added to the p parent population. To keep a constant number of individuals, it is necessary to
remove as many individuals as have just been added, i.e. p using a population reduction operator.
This operator uses a selection mechanism to either remove “bad” individuals (when few children
have been created), or to keep only the “good” ones.

The children are not inserted into the parent population during a generation but only at the
end of the reduction operation. So until this reduction operation is performed, the children and
parents populations are distinct.

This presentation refers to one vision of evolutionary algorithms that can implement most
evolutionary paradigms. Some variants may use different flowcharts, but the main principles remain
essentially the same. Also, changes in certain parameters eliminate the need for some phases, as
discussed in Section 1.3.8.

1.3.5 Variation operators

Variation operators are used to create new individuals. The underlying idea is that the creation
of an individual from parents selected for their goodness should be able to create a “better” child,
thanks to a possible recombination of what was good in both parents.

Variation operators take as input a number of parents (n in algorithm 1 and Figure 1.3) and
produce a number of children as output. The variant presented in algorithm 1 uses n parents to
produce one individual.
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Figure 1.4: Uniform crossover between 3 parents, producing one child.

Crossover (or recombination) operator

An instance of the variation operators is the crossover operator, also called recombination operator.
This operator usually takes several parents in order to produce one or several children after recom-
bining the genes of the parents. Figure 1.4 presents a “uniform crossover” operator, that randomly
selects a gene from three parents to produce a child. Many different crossovers exist, adapted to
and/or inspired by the different individual representations. Indeed, this uniform crossover is ini-
tially adapted to Genetic Algorithms and their binary representation. A typical Evolution Strategy
operator (using real value genes) could be a barycentric crossover, where the gene of a child is the
weighted center of gravity of the parents genes, but more evolved operators do exist: the Simulated
Binary Crossover (SBX [14]) creates a real valued gene whose value is close to that of one of two
parents. Finally, one parent may be chosen as the only parent and the resulting child is therefore
a clone of the chosen parent.

The crossover should take into account the structure of the individual. In the example of the
timetabling problem mentioned above, creating a gene by mixing the value of a room and a timeslot
gene makes no sense.

Crossover in Genetic Programming is also different, and is studied for example in Koza [10], Koza
and Rice [15], Koza et al. [16], Koza and al. [17]. The problem here is to cross two tree-structures
representing mathematical functions, for instance. This is done by creating a child that is a copy
of one of 2 parents, then by grafting a subtree from the other parent into the child, at a random
crosspoint. Some constraints must be met, such as limiting the depth of the tree or choosing an
interesting sub-tree (in a full binary tree, one-half of the nodes are leaves).

Mutation operator

The second variation operator is mutation, which is a unary operator that usually takes the recently
created child as a parameter. Mutation is intended to slightly move the child into the search space
so as to possibly explore areas unreachable by a crossover only. Many people have been working
on this operator, which was historically the only variation operator of Evolutionary Strategies. For
a representation based on real numbers, adding a gaussian noise to one or more of the individual
genes is a common method, but in ES, a self-adaptive mutation operator (where the variance of the
gaussian is evolved with each gene of the genome) is used [18]. In the same way, a covariance matrix
can be added to the mutation, that, with standard deviation vector can give a complete description
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of the generalized multi-dimensional normal distribution to mutate the children. This very efficient
auto-adaptive mutation is widely used in ES, where each individual gene has a specific variance.
Many papers were published on the auto-adaptative mutation by Schwefel and Rechenberg, c.f.
[19, 20] and also [3]. This type of mutation has also been tested on Genetic Algorithms [21].

Finally, the latest evolution of Schwefel’s self-adapting mutation is the operator of the Covariance
Matrix Adaptation — Evolution Strategy (CMA-ES) that still does not use a crossover operator.

In the boolean representation of individuals, the mutation is a simple bit-flip. The value of a
random gene is reversed. This can be repeated for several genes per individuals.

In Genetic Programming, Koza suggests to select a subtree and replace it with a new random
tree [10].

1.3.6 Selection and replacement operators

Two phases of the algorithm need to select individuals from the population: in order to create a
child, n “good” parents need to be selected, and once the children population has been created it
is necessary to remove A individuals to get the global (1 + A) population size back to the original
parents size p.

The fitness function evaluates the quality of individuals. It is then easy to compare the indi-
viduals and sort the population to take only the best, for instance, which is what the Truncation
Selection [22] does.

However, this type of mechanism, where the best ones are used deterministically, exhibits pre-
mature convergence problems and makes no sense for parents selection (all the children would be
created out of the best two individuals, for instance). In the reduction phase, keeping in the new
population some individuals that are not the best, but that are still “good enough” may help to
maintain some diversity into the population, which can prevent such premature convergence.

The use of stochastic operators for selection, was suggested very early (in Back [18], the authors
attribute to Holland [23]). The idea is to use a stochastic selection, which is biased according to the
value of fitness. The “Fitness Proportional Selection” or “Roulette wheel” follows this principle,
by assigning a selection probability to an individual which is proportional to its fitness value.

More modern selectors include the very good Tournament Selection, which randomly picks
t individuals in the population and returns the best. This Tournament Selector is widely used
nowadays.

The major difference between the selection and reduction phase, is that selecting multiple times
the same individual is problematic for population reduction, while it is desirable in the selection
of the parents. Selecting an individual multiple times to populate the next generation will create
unnecessary clones, which will result in a loss of diversity in the new population and possibly a
premature convergence.

On the other hand, the repeated use of an individual as a parent is not a problem, and allows
the exploitation of the“good” individuals. Furthermore, the creation of clones by this mechanism is
less likely, because, as we have seen, the child undergoes a certain number of variations compared
to its parents.

1.3.7 Stopping criteria

The stopping criterion allows the algorithm to stop when a certain condition is met. This test is
usually related to the number of evaluations, number of generations, or CPU time consumed by
the algorithm as it is often impossible to know that a global optimum has been reached.

It is however possible to stop the algorithm when a fitness threshold has been reached, such as a
sufficiently good value. A population diversity measurement can also serve as a stopping criterion,
as it is commonly agreed that a population trapped into a local minimum has little chance to escape
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it. Starting from this principle, if all individuals are too similar, the evolution can be stopped and
the algorithm can possibly be restarted. This last idea brings forth several questions about a
similarity notion (genotypic, phenotypic or in a matter of fitness) and on a similarity threshold.

There are many stopping criteria and none are considered as standard ones. They are often
linked to the problem being optimized, to the type of expected results (good or better than using
another method), to the type of experience (evaluation of an evolutionary method or search for a
real result) or to the type of algorithm.

However, the evaluation of the stopping criterion is performed only once per generation and is
not considered, in the general case, as a bottleneck of an evolutionary algorithm. Still, it remains
an important part of the algorithm.

1.3.8 Parameters

Finally, evolutionary algorithms have many parameters, which are often difficult to set efficiently.
They heavily influence the behavior of the algorithm and they are supposed to be adapted to the
problem that is optimized, otherwise they could penalize the search. The difficulty of setting these
parameters is partly due to the lack of theoretical study at this level and the high correlation of
theses parameters on a given effect.

Among these parameters, the first are the parent (u) and children (\) population sizes. The size
of the parent population gives the number of solutions that compete for survival. In addition, this
size gives the degree of parallelism of the search and if the population reduction is deterministic,
this population size is the number of elites.

The size of the children population influences the degree of exploitation of the algorithm. Indeed,
with a large children population, the algorithm strongly exploits the current parent population to
find new solutions. But this parameter can also influence the selection pressure. As will be seen
later, for certain paradigms, the ratio between the size of the parent and children population also
influences this pressure, which is also usually tuned by tournament size.

Finally, the parameters are used to differentiate between classes of algorithms. This theory is
supported by some publications [11, 12], which use these parameters to instantiate a generic model
of artificial evolution to become an instance of a kind or another. The different kinds of algorithms
are studied and the user will prefer to use the kind of evolutionary algorithm that seems best suited
to solve his problem.

Parameter setting of an evolutionary algorithm is therefore necessarily a critical point.

Although many papers exist on this subject, all the interactions are not clearly defined and
there is no generic method yet to optimize the values of these parameters.
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EASEA is a platform designed to help the creation of evolutionary algorithms. Work started
on this platform in 1998 and it was presented for the first time in [24].

Several ideas lie behind the creation of such a software. First, EASEA uses a unified approach,
which describes most of the evolutionary algorithm variants by a single algorithm, with several
parameters, which allow to switch from an algorithm to another. This approach was published in
[25] and is similar to De Jong’s approach, published for instance in his book [12].

This unified vision is reflected in the structure of the algorithm, which is the same for ES,
GA and GP. The differences between these instances are described by parameters and individual
implementation.

For example, going from a Steady-State GA to a generational GA is done by changing the
number of children produced per generation and by reducing to zero the population of parents,
before moving to the reduction phase.

EASEA also implements an approach where the individual is manipulated through an interface,
allowing it to: initialize, evaluate, mutate and produce a new individual from several others. Apart
from these four steps, the individual is fully abstract for the algorithm, which means that any
individual implementing these methods can be used by EASEA.

EASEA has been running on any machine with a POSIX interface, such as on Windows, Linux,
MacOSX.

Finally, EASEA was chosen to be the programming language of the DREAM European project
(Distributed Resource Evolutionary Algorithm Machine, [26]), allowing the instantiation of a special
island model onto thousands of loosely coupled personal computers running EASEA as a screen
saver (like the SETT at home project).

2.1 Specification
EASFEA takes as input a .ez file, which contains a specification of the evolutionary algorithm desired

by the user. This file contains a set of entries in C++, describing how to instantiate the EASEA
underlying generic algorithm.

25
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Figure 2.1: The population sizes configuration of EASEA, accessed using the GUIDE graphical
user interface.

Of course, the individual is first described, beginning with its genome, which may be composed
of a set of basic C-types and EASEA objects. The user writes the initialization function (which will
instantiate the entire initial population), then the crossover and mutation functions which create
a child from a variation of its ancestors and finally, an evaluation function that will compute the
fitness value of each individual. Optionally, the user can describe how to display an individual, or
let EASEA automatically create such a function, from the genome declaration.

These functions descriptions can use several keywords, which allow to access some of the fun-
damental algorithm objects.

In addition, some parameters of the algorithms can be specified in this .ez file. These parameters
influence the behavior of the algorithm and make it tend towards a type of algorithm over another.
These parameters are for example, population sizes, the number of generations or whether the
evolution should minimize or maximize fitness.

Finally, the pre-2008 EASEA came with a graphical interface allowing an easy edition of the
specification file. Figure 2.1 presents the part of the GUI that allows to configure the sizes of the
populations.

2.2 Code generation

EASEA contains a code generator written in lex/yacc. This generator is based on the analysis of
a skeleton file (called a template file) that describes the generic algorithm, which will be adapted
according to the user’s specification. It travels through the template file and inserts, after processing
if necessary, portions of the specification into an instance of the template. This process is detailed
in Figure 2.2

Pre-2008 EASEA had 3 skeletons. Two of them produce evolutionary algorithms coded in
C/C++ using either the EO or GAlib libraries (a comparison of identical files compiled for these
two libraries was published in [27]). The latter is a Java template, designed to produce algorithms
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Figure 2.2: The EASEA code generation process.

for DREAM.

The use of such C++ templates allows EASEA to produce a code which is human-editable and
understandable. Indeed, the code rewriting process from the specification in C/C++ to the C++
skeleton is relatively straightforward. The code therefore has a standard structure, and is almost
fully hand-coded (template and instantiation).

2.3 Specification format

\User classes: \GenomeClass:: crossover:
Element { int Value;
Element *pNext; } int locus=random (0,SIZE—1);
GenomeClass { cross(&child , &parent2, locus);
Element xpList;
int Size; }
\end \end
EZ 1: A genome object EZ 2: A crossover for genome 1

An EA individual must own a genome, an evaluation and a mutation function. It must also be
possible to make a crossover for the individual species being used. Thus, the user must define the
shape of the genome and the functions accessing it.

Genome definition: Code snippet EZ 1 shows the definition of such a genome. Here, it
is a linked list containing integers. The aim of this (toy) problem is to order the whole list in an
ascending order, using an evolutionary heuristic. In this code snippet, the user describes an EASEA
object named Element, which contains an integer and a pointer to the next item of the list. This
is a classic linked list definition. The genome, described in the second part of the code, contains
a pointer to the first list element, and a counter giving the length of the list. The latter element
remains fixed during evolution.

For these two objects (Element and Genome), EASEA creates two C++ classes and some
related functions, containing a function to create an object from another (deep copy constructor),
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\GenomeClass:: initialiser: \ GenomeClass : : mutator:
int NbMut=0;
Element xpElt; Genome. Size=0; Element xp=Genome. pList ;
Genome. pList=NULL; // creation of while (p—>pNext){
a linked list of SIZE elts if (tossCoin (pMutPerGene)){
//We swap the current value
for (int i=0;i<SIZE;i++){ with
// the next
pElt=new Element; swap (p—>Value,
pElt—>Value=Random (0,1); p—>pNext—>Value) ;
pElt—>pNext=Genome. pList ; NbMut++;
Genome. pList=pElt; }
Genome. Size++; p=p—>pNext ;
return NbMut;
\end \end
EZ 3: An EASEA initializer. EZ 4: An EASEA mutator.

a standard constructor, a deep destructor that reclaims all elements of the linked list, a display
function, and overloads several operators such as ==, that will deeply compare two genomes. All
these functions are automatically created using the description provided by the user so that even non
expert programmers can use EASEA without needing to know much about object programming.

Crossover:  The block describing the function provides three objects to the user. The first object
is the child resulting from the crossover (where the result will be stored). It is deeply initialized as
a copy of the first parent.

Furthermore, the user can manipulate two parents, selected by EASEA, to participate in this
crossover. In code snippet EZ 2, the user calls a function that is defined above, in the “User defined
function” section (where he can place any C/C++ code). In addition, EASEA provides access to
a random function, automatically adapted to the type that is requested (int, float, double). It is
used here to choose the crossover point.

The crossover is called, only if the random toss of a coin, weighted by a parameter described
below, is positive. Otherwise, the child is not produced by the crossover, but simply by copying
one of its two parents.

Initializer: The initialization function is called to instantiate the parent population at the
beginning of the algorithm execution. In snippet EZ 3, a loop initializes SIZE FElements using the
constructor generated by EASEA (new Element) and sets the value of the item using the same
random number generator as previously.

The initializer is an individual member function and access to it can be achieved by the pointer
this, or more simply by the Genome object. These two expressions are equivalent and the latter is
transformed into this by the code generator part of EASEA.

Mutator: A mutation function accesses the individual the same way as the previous function.
It is called onto the current child if a random toss of a coin weighted by a parameter described
below is positive.

In code snippet EZ 4, a second source of randomness is incorporated by the parameter pMut-
PerGen. It weighs a random parameter, to achieve a mutation on the current gene. Here, the



2.3. SPECIFICATION FORMAT 29

\ GenomeClass:: evaluator: \Default run parameters:
int i=0,eval=0;
Element sp=Genome. pList ; Mutation probability: 1.0
while (p—>pNext ) { Crossover probability: 0.9
if (p—>Value=—t+i)
eval+=10; // Evolution Engine:
if (p—>Value<p—>pNext—>Value) Evaluator goal: maximize
eval+=4;
else eval —=2; Number of generations: 5
p=p—>pNext; Population size: 5
if (p—>Value==SIZE) eval+4=10; Selection operator: Tournament 2
Offspring size: 100%
return (eval<0 ? 0 : eval); Reduce offspring operator: Roulette
\end

Surviving offspring: 5
\ GenomeClass :: display : Reduce parents operator: Tournament 2
0s << " Size:” << Genome. Size << ”\n | Surviving parents: 5
7 Final reduce operator: Tournament 2
os << ”pList:” << #*(Genome. pList)

<< "\n”; Elite: 5
os << ”"This was MY display function | Elitism: Weak
\n”;
\end \end
EZ 5: An EASEA evaluator. EZ 6: Parameters as defined in an EASEA file.

mutation is the exchange of the current gene with the following one. Finally, the mutation returns
the number of modifications performed on the child.

Evaluator:  This function evaluates the current individual, i.e. giving it a quality note. As for
the mutation and for the initialization functions, they access the current child using the keyword:
Genome.

The function described in the first part of code snippet EZ 5 marks each correctly placed element
(absolute position), by adding 10 to the fitness value of the current individual. For the other kinds
of genes, it adds 4 to the fitness value if they are smaller than their followers (relative position),
otherwise it subtracts 2. Eventually, every individual whose fitness is negative will be denoted 0.

This function gradually converges to a solution of good quality, strongly rewarding the well
positioned elements (4+10), reasonably rewarding the correct sequences (4) and penalizing the others.

Display:  This section allows the user to describe the display function for the individual. This
function can be called for instance to show the user the best individual at the end of the algorithm
or at every generation. Of course, the user is best placed to know what needs to be displayed, thus
what interests him in the genome of the individual.

For example, in the second part of code example 5, nothing is important but the integer contents
of the Elements. The values of the pointers are not interesting to display and the length of the list
remains constant.

Parameters:  This section describes the parameters of the evolutionary algorithm, as in code
snipet 6. It allows to modify the following parameters:

e Population sizes for parents, children and elites.
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e Numbers of parents and children that participate to the population reduction step. This
allows to pre-reduce each subpopulation.

e Elitism type (weak: elites are drawn from the parents+children populations; strong: elites
are drawn from the parents population only).

e Crossover probability: Determines the probability to produce a child by crossover. Otherwise,
it will simply be the clone of a parent.

e Mutation probability: Determines the probability to apply mutation on the produced child.

Finally, the parameters allow the use of such a sub-type of evolutionary algorithm (steady-state,
generational ...) and thus no change has to occur in the code of the user.
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Parallelizing Evolutionary Algorithms is not a new idea. Indeed, in Canti-Paz [28], the author
cites Holland [29, 30], where Holland presents a class of parallel machines, that could run an
evolutionary process, which he recognizes as parallel. In the same survey, Canti-Paz gives Bethke
[31] as likely to be the first publication about parallel evolutionary algorithms. This paper describes
two algorithms, (similar to what is now known as the Master-Slave model), and compares them
with a Gradient-Based optimizer. Later, Grefenstette studied 4 different implementations of parallel
evolutionary algorithms [32], 3 of which are variants on the Master-Slave model, the last one being
a Distributed EA, as claimed in Canti-Paz [28].

If a population size needs to be adapted to a given problem [33], determining its size is a difficult
task. Nevertheless, complex problems require a large population. Indeed, evolutionary algorithms
that optimize these kinds of problems search the space more effectively if a large number of samples
is available (individuals in the population). But unless one can use infinite computing power, the
use of a large population leads to prohibitive computation times.

The use of simulators can also turn a small sized algorithm into a greedy one, with respect
to computing time. Genetic Programming is a good example of evolutionary computation which
requires high computational resources. In Koza et al. [34], where the authors optimize an assembly
of lenses using an optical simulator, a population of 75,000 people needs to be used and is spread
over 150 computing nodes.

All these considerations oriented many researchers towards parallel architectures in order to
optimize complex problems.

31



32 CHAPTER 3. CLASSICAL PARALLIZATION OF EAS

3.1 Classical architectures

Parallel architectures have long been developed to help overcome the limitations faced by standard
processors. Interest in these architectures has been changing in recent decades, depending on serial
processor performance. As sequential processors became more and more efficient, researchers lost
their interest in these complex parallel machines, but the recent stagnation in single processor clock
frequency rekindles the interest in parallel architectures.

There are many kinds of parallel architectures. A very well-known classification is Flynn’s
taxonomy (SISD, SIMD, MISD, MIMD presented respectively in Figures 3.1(a), 3.1(b), 3.1(c) and
3.1(d)), based on their capability to apply one or several instructions on one or several pieces of
data at the same time. However, this taxonomy is a bit simplistic, as it does not necessarily capture
all the features of parallel machines. Consequently, it is rare for a complex modern architecture to
be classifiable as-is in one of Flynn’s categories.

Computing

Cnstruction (F&D) F&D

Fetch&Dispatch

[ Memory ) [ Memory ]

(a) SISD: Single Instruction Single Data. (b) SIMD: Single Instruction Multiple Data.

Memow

[ Memory

(¢) MISD: Multiple Instruction Single Data. (d) MIMD: Multiple Instruction Multiple Data.

Figure 3.1: Flynn’s taxonomy of parallel systems.

Indeed, most modern architectures implement several of these paradigms, such as modern multi-
core processors. These are MIMD because of their multi-core implementation, but also SIMD
because of their instruction pipelines and their vector instruction set.

Another classification, which focuses on the memory architecture is possible. In fact, the parallel
machines implement complex memory systems, sometimes shared between processors or distributed
to each of them.

These systems often have an impact on the implementation of parallel algorithms, because
obviously, they must run on an architecture, and too much difference between implementation and
hardware support will not perform satisfactorily.
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3.2 Classification

The parallelization of evolutionary algorithms follows several main ideas, the first being that evo-
lutionary algorithms are inherently parallel. Indeed, in these algorithms, the population contains
individuals, which are independent of one other, and only few steps of the algorithm require an
interaction between them, mainly the crossover and the reduction of the population [35].

According to Cantu-Paz [28] and Alba and Tomassini [36], Grefenstette [32] is the first to intro-
duce several types of parallelism of evolutionary algorithms. In this paper, the author implements
an algorithm for synchronous master-slave, another asynchronous one, and coarse-grained model.

These two categories are now broadly used, especially in Canti-Paz [28], Alba and Tomassini
[36]. They are based primarily on population structuration. In the global model, one population
is maintained and all processors access the same pool of individuals. We will see this category in
more detail in section 3.3.

In the second category, the population is structured into subsets and is called Distributed Parallel
Evolutionary Algorithm. This category will be presented in Section 3.4

Finally, Section 3.5 presents Cellular Evolutionary Algorithms, which push further population
structuration, by considering an individual and its immediate neighborhood as a subpopulation.

But these categories are not strict. There are also mixed models, where several levels of paral-
lelism are present.

3.3 Global parallel evolutionary algorithm

3.3.1 Standard approach

Evolutionary algorithms are major CPU time consumers. In some applications, much of the CPU
time is spent in population evaluation. The fitness function, as presented in section 1.3.2, evaluates
an individual in the population, by rating its quality with respect to the current problem to solve.
The evaluation of a particular individual is, in general and the most common case, independent of
the evaluation of the other individuals. Indeed, in order to evaluate an individual, one only needs
to access its genome in a read-only manner. Finally only the fitness value must be returned.

On a parallel architecture, it is possible to cut the population (children or parents) into subsets
and assign each subset to a processor in order to be evaluated. This parallelization does not change
the behaviour of the algorithm. Only evaluation time is reduced by using several processors to
evaluate the population.

Master —CID—.-.—CX:—.-.—)
Slavel — @ o

Slave 2 —
@ Evolutionary Engine @ Fitness Gathering
(O Population Exportation (© Sub-Population Evaluation

Figure 3.2: An execution scenario in master-slave model.

The population is split into subpopulations that are sent to nodes or processors that perform
the evaluation. Once this is done, the fitness values are sent back to the main node, which runs
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the evolutionary loop and assigns the just-received fitness values to the individuals. After these
parallel evaluation steps, the evolutionary loop can return to its normal sequential operation. This
type of parallelization is shown in Figure 3.2 and corresponds to the algorithm presented in 2. The
evaluation phase can be presented as in Figure 3.3.

Master Slave

Input: P: parent population
R: selected parents
C: children population
Send P.initialize()
Sub-Po PS P.evaluate()
while stopping criteria not met do
for i=1:)\ do
. R := P.selectNParents()
Wait for ¢ := variations(R)

Slaves C.add(c)

end
sendToSlaves(C)

Rec. & F:=waitForPopulationEval()
Ass. Fitn assignFitToPop(F,C)

P.add(C)
P.reduce(u)

end
Algorithm 2: EA using M-S model.

Figure 3.3: Evaluation in M-S model.

This parallelization method is called: Global Parallel Evolutionary Algorithm, Farmer or Master-
Slave Model (because of the processor hierarchy) or Parallel Panmictic Evolutionary Algorithm. It
is one of the first four proposals for parallel algorithms that [37, 36] attribute to [32]. Parallelization
using the master-slave model has the advantage of being comparable to an equivalent sequential
algorithm (conducting the evaluations sequentially rather than in parallel would lead to an identical
algorithm).

This simplifies the comparison between sequential and parallel algorithms and the calculation
of the speedup in particular can be done on a single run. Last but not least, all experience and
theory built on sequential algorithms can be applied to this kind of parallel algorithm.

In addition, this model does not impose a specific hardware architecture, as there exist variants
on many types of machines, which are either shared or distributed memory, MIMD or SIMD
processors. Figure 3.4(a) shows the implementation of such a model on a distributed memory
machine, while 3.4(b) uses a shared memory machine.

However, the speedup achievable with such a model is dependent on the problem and the
hardware architecture, as it is limited to the parallelisable part of the algorithm. Indeed, if the
evaluation of the population does not take an important part of the total execution time, the
speedup would be limited, because only evaluation is accelerated and no gain will be made on the
rest of the algorithm. This is Amdahl’s law, which states that the maximum achievable speedup in
an algorithm that contains sequential and parallel parts is limited to the proportion between the
different parts. If 10% of an algorithm is sequential and 90% parallelisable, the maximum possible
speedup due to infinite parallelization will only be 10.

This is theoritical, as communication time between the parallel nodes is also important. In
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(a) Master-Slave model onto distributed memory archi- (b) Master-Slave model onto shared memory architec-
tecture. ture.

Figure 3.4: Master-Slave model for EA parallelization

[38], the author gives lower bound of a master-slave parallelization of an algorithm, based on the
evaluation time of an individual, the communication time between nodes, and the number of nodes.
This term is used to calculate the optimal number of nodes to be used on a given problem. However,
the communication time is estimated to be linear with the size of the individual and the rest of the
algorithm is ignored, in terms of computation time. This is consistent with the target architecture
in this work, which involves using a physical network between nodes.

This parallelization method offers several advantages. The first is of course, as was noted above,
to be totally comparable with the sequential algorithms.

The second is the portability of this model, which can be implemented on a large number of
parallel architectures. It is possible to use a distributed memory architecture if there is a way to
transfer the subpopulations to the computing nodes.

On shared memory architectures, no transfers are necessary. In this last case, the different
processors evaluate their own subpopulation directly into the main-system memory.

A final advantage is the absence of additional parameters compared to sequential algorithms.
Indeed, only the number of nodes must be specified, but it does not affect the behavior of the
algorithm.

However, this model also has disadvantages: it is a synchronous model, where nodes work step-
by-step. The master node sequentially sends subpopulations to the slave nodes making its interface
with the slave nodes a bottleneck. Then the master node is idling as it waits for the slave nodes
to compute the fitness values even if it is quite possible to assign it a subset to evaluate. The slave
nodes send the results to the master node as soon as they are computed. Again, the communication
interface of the master node becomes a bottleneck. Finally, the master node goes back to executing
the standard sequential algorithm, meaning that the slave nodes are then idling.

So there are several synchronization, exchange and wait operations in this model. The critical
points are the speed of the communication interface of the master node, and the ratio of time
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between the evaluation of the population and the rest of the algorithm (evolutionary engine).

The sequential part of the algorithm bounds the maximum speedup (¢f. Amdahl’s law above).
If this sequential part is assumed to be fast in EAs, as is assumed in [38], it may also become
important if the evaluation time of an algorithm is short.

Finally, parallelization using this model allows to share computing resources, but it does not take
advantage of the size of the distributed memory because the population is still stored on the master
node. However, it makes it possible to use an asymmetrical architecture, where the primary node
is a powerful machine with a large memory space, and the slave nodes are smaller with potential
access to less memory.

This approach is obviously applicable and profitable in the cases where the evaluation function
takes an important part in the algorithm execution time.

3.3.2 Non-standard approaches

There are implementations of less standard panmictic algorithms. In this case, they lose their
comparability with the sequential algorithm, but the underlying principle still remains the same.

Distributed panmictic EA

In [35], the authors implement a panmictic distributed algorithm. Two criteria seem to motivate
this work. First, the acceleration induced by a multi-node parallelization is naturally sought. But
storing a large population on a distributed memory space can allow to tackle larger problems.

This algorithm performs a large number of individual exchanges between the nodes, before the
global steps of the algorithm. Indeed, in a traditional evolutionary algorithm, two steps use the
whole population, specifically crossover and reduction. To implement this panmictic distributed
algorithm, a local population is first randomly cut into P sets (where P is the number of nodes),
before crossover and reduction are performed. Each step is sent to one of the nodes of the parallel
machine and incorporated into the local population. Thus, each individual has the opportunity to
be crossed (or compared) to any other individual in the population. Influence of individuals is no
longer restricted to a subpopulation.

The authors perform a population exchange before the crossover and Kg (a constant depending
on the selection method) before the reduction, Kg being dependent on the number of individuals
necessary for the selection operator.

Starting from a v = Ty/(Kg + 1)T, ratio between the evaluation time of an individual and
the communication time 7T, of the subpopulations, they analyze the theoretical speedup of their
implementation. In addition, they are able to get an optimal and maximum number of nodes to
be used according to this ratio. They get a theoretical speedup of about 10x for 30 nodes, with a
ratio of 1, 50x with 100 nodes for v = 10 and 100x with 300 nodes and v = 100.

Again, this model is strongly linked to communication and evaluation function time. However,
being able to compute the maximum number of nodes (before the speedup falls), or the optimal
number of nodes, (before the efficiency drops and the speedup becomes less than linear) is very
interesting. The ability to implement an algorithm similar in principle with a sequential algorithm
that increases the available memory space is also very positive.

Asynchronous panmictic EA

Parallel evolutionary algorithms are developed considering the available hardware architectures.
Starting from this observation, Golub et al. published in [39, 40, 41] an algorithm that focuses
on the use of shared memory parallel machines of the 2000’s. During these years, parallel desktop
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architectures emerge with 2 or 4 cores. Using a Master-Slave model provides useful speedup in
some cases, but exhibits restrictions for certain types of algorithms.

Typically, synchronizations are equal to a loss of efficiency. Synchronization of reproduction
between species is mostly absent in Nature, even though seasons play a large role. Evolution is not
really synchronous and there is no synchronous reduction step of the populations.

Therefore, Golub et al. propose an algorithm based on thread mechanism, as they share the
same memory space. Here, each thread starts by selecting an individual to replace and produces the
child that will replace it right away. The authors use an anti-tournament (a tournament selecting
the worst individual among its set) of size k, where the loser is replaced, while others become
parents.

stop?

select k indivs

elimitate the
worst

Cross survivors

replace deleted
with the child

evaluate Global Population

(a) An evolving thread. (b) Population and workers.

Figure 3.5: Asynchronous panmictic EA principle.

This algorithm is indeed very suitable for a shared-memory architecture, with a restricted num-
ber of processors (threads). The absence of synchronization and communication between cores
allows a speedup which is linear with respect to the number of cores, at least in terms of number
of evaluations. However, even if the algorithm is no longer exactly comparable with the sequential
one, the authors note that the quality of results is also further away from the optimal solution.
Indeed, there is a likelihood that multiple threads select the same individual to be replaced. In this
case, all threads that have selected this individual prior to the last thread work in vain.

The authors calculate this probability, which depends on the number of threads, the size of
tournaments used in the selection and the size of the population. Using this probability, they can
increase the number of iterations for each thread (and therefore the number of individuals produced
by each processor) and find result values which make this algorithm comparable with the sequential
one. Moreover, they calculate the theoretical speedup of the implementation according to the same
parameters as before.
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3.4 Distributed parallel evolutionary algorithms (island model)

3.4.1 Standard approach

The use of a single population, where all individuals can potentially mate to produce a child is of
course far away from the natural model. In addition, we have seen that this requires either the use of
a classical centralized master-slave model, or very frequent exchanges between the subpopulations.
This imposes constraints on the hardware, which may not be fulfilled by the architecture being
used. These choices are effective only under certain conditions.

In [36], the authors give Grefenstette [32] as the first researcher describing a new architecture
for distributing an algorithm population on a number of computing nodes, and organizing migra-
tion between these populations. This model, in addition to being close to the natural concept of
deme, is suitable for distributed memory architectures, which are widely used in high performance
computing. This parallelization model is called distributed evolutionary algorithm (dEA), island
model, coarse-grained or distributed population model.

Each node runs a classical evolutionary algorithm, but exchanges from time to time some of its
(good) individuals with the other nodes in the network. The modification of the classical algorithm
is presented in figure 3.6 and in algorithm 3.

Parents Population

Evaluation initialization Input: P: Parent population
L R: selected parents

q C: children population
@ Stopping P.initialize()
criterion P.evaluate()

while stopping criteria not met do

‘ Replacement ‘

for i=1:\ do
Gen. . R := P.selectNParents()
) Selection of ¢ := variations(R)
Children n parents C.add(c)
3 = end
( 2 P.exportIndiv()
, Variation op. P.add(C)

EChllldrten (Mutation and P.importIndiv()

valuation Crossover) P.reduce(p)

y end

Algorithm 3: Island model.

Figure 3.6: Island model algorithm.

These changes allow a parallelization with little or no synchronization between the nodes and
few transfers between them. Moreover, the subpopulations can be seen as a single population
distributed across multiple nodes, therefore exhibiting a structure. This distribution can increase
the memory available to store the population.

Algorithms using an island model also behave differently than standard sequential evolutionary
algorithms. The use of semi-isolated subpopulations affects the movement of the individuals in
the search space. The island model can develop subpopulations, which contain different kinds of
solutions, before the migration of an individual allows one island to be made aware of a solution
found in another island. In other words, according to their initialization, the islands can each focus
on a subset of the search space, by preventing the influence of good individuals found in another
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part of the search space.

However, the use of such a model requires the introduction of new parameters, sometimes
complex, and for which the effects are not always clearly defined. The number of nodes used in the
algorithm is one of them. While it is highly dependent on the hardware architecture being used, it
affects either the size of the overall population or the size of each subpopulation. This affects the
number of search islands that sample the search space and modify the behaviour of the evolutionary
algorithm.

The migration rate is also a new and important parameter. It sets the exchange rate of the
individuals between the islands, and therefore influences the connectivity/isolation between them.

This leads to the last parameter, which is the connection topology of nodes. There are several
common topologies, such as a complete connection, as in Figure 3.7(a). Here, each node can
communicate with any of the other nodes.

A connection ring can also be used, where each node communicates with its neigbour, as shown
in Figure 3.7(b). A bidirectional ring can of course be implemented, where a node communicates
with its two neighbours. In both cases, individuals are diffused to other nodes along the network.

Finally, a hybrid approach between the previous two is to use a multi-dimensional torus, as
shown in Figure 3.7(c).

(a) dEA using a fully connected net- (b) dEA using a ring network topol- (¢) dEA using a neigboring network
work topology. ogy. topology.

Figure 3.7: Example of connection tolopogy for distributed EA.

It is to be noted that logical topologies are often adapted to the physical topologies used by the
underlying parallel machines. However, in the case of an island model, communication is so sparse
that hardware connectivity is not an argument.

The island model, if it is scalable due to its sparse asynchronous communication, is difficult to
compare with the sequential model, to the contrary of the master-slave model. Here, parallelization
implements a different algorithm and a run does not produce the same results depending on the
number of nodes used.

However, it allows a quasi-linear speedup in terms of evaluations, with respect to the number
of involved nodes. But it is necessary to compare the quality of the results obtained under a
statistical analysis. Using this method, different works show supra-linear speedup [42, 43]. Indeed,
the efficiency of such parallelizations are greater than 1 on these problems, but this effect is difficult
to fully characterize.

The fact that the island model maintains a larger diversity within the population, because of the
relative isolation of its subpopulations is a common explanation for its efficiency. Indeed, using a
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relatively low migration rate, subpopulations can explore different areas of the search space, without
being attracted to the solution which seems interesting in another subpopulation.

In Whitley et al. [44], the authors advance the hypothesis that the island model is more efficient
on linearly separable problems. Subpopulations may be more likely to solve a different subset of
the problem, while migration and crossover would be responsible for recombining a global solution.

Finally, in Canti-Paz [45], the author explains the observed super-linear speedup by an increased
selection pressure, induced by the migration of good individuals. This idea seems to be briefly
confirmed by [44].

3.4.2 Hardware oriented approach

The island model comes from two observations, one related to the natural mechanism of demes
and the other which concerns the architecture used in cluster parallel machines. Following this
last idea in Andre and Koza [46], the authors use a network of transputers, running a genetic
programming algorithm, which is distributed over the multiple nodes. Transputers are autonomous
cards, which have a processor, a memory and four communication interfaces. The authors evaluate
the performance of a transputer to be equal to one-half of one of their Intel 486 66MHz machines.

Each transputer runs 4 processes, physically scheduled by the card. The first is used to mon-
itor the local nodes (start, statistics, etc...), the two following processes are responsible for the
import/export of migrants and the last runs the genetic programming algorithm.

The islands (and thus the transputers) are organized in a grid, whose nodes are connected
logically and physically to their four neighbours. The actual implementation uses 64 transputers
to run the evolutionary algorithm, two more being used for monitoring and debugging.

The authors take advantage of this implementation to analyze the optimal migration rate for
their problem and they estimate that rate to be 8% of the population. Using this parameter, their
implementation performs better than panmictic implementations for a computational effort almost
halved. However, the results are reversed for the other tested migration rates, where they are less
good (or almost equal) with a higher computational effort.

This shows the difficulties related to set this parameter and the sometimes negative effects, that
an improper assignment can cause.

3.5 Cellular evolutionary algorithms

Cellular evolutionary algorithms (cEA) are algorithms using a structured population, where the
population notion is greatly reduced compared to the island model. This type of parallel algorithm
is also called diffusion model, fine-grained distributed model or massively parallel evolutionary
algorithm. The first detailed implementation cited by Alba and Dorronsoro [47] is Robertson [48].
This implementation is tried on a Connection Machine 1 with 16K processors.

Then, Gorges-Schleuter and Miilenbein present ASPARAGOS in Miihlenbein et al. [49], Gorges-
Schleuter [50, 51], Miihlenbein [52], Miihlenbein [53], Gorges-Schleuter [54]. They apply their
algorithm on the TSP, using a local optimization (2-repair). Alba and Dorronsoro [47] consider this
algorithm as the first hybrid-type cEA.

Whitley proposes to use the term “cellular GA” in Whitley [55], where he makes the connection
between this kind of evolutionary algorithms and the cellular automata.

These algorithms were originally developed to stick to parallel architectures like the SIMD ones
that flourished in those years. But they were soon used on sequential machines, for comparison
with the natural paradigm.

The cEA uses a strong notion of neighborhood. According to this principle, the algorithm is
distributed in a space (often 2D), where a node interacts with its close neighbors. Figure 3.8 shows
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a sample grid and WEST neighborhood-type.

An individual is updated this way: two parents are selected in the neighborhood of the individ-
ual, they produce a new child in the usual way (by crossover and mutation), and if the produced
child is better than the current individual, it replaces it. Each individual of the population is
updated synchronously or not. In Tomassini [56], the author describes four strategies for asyn-
chronously updating the individuals: fixed line sweep, fixed random sweep, sweep New Random
and uniform choice, which are classified from the more deterministic to the more random one.

With such a structuring, the overall population appears to be global during the run, but very
local during a generation. This feature allows effects on the migration of individuals within the
population, which are mainly configured by the shape and the size of the neighbourhood. These
effects range from colonization of the population by a good individual, to obtaining multiple good
individuals within the same population [57].
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Figure 3.8: An example of cEA population, organized as a 2D torus, with a 4-neighbouring around
the center individual.

If the parameters such as migration rates and topology of the islands are removed, the shape and
size of the neighborhood seems to play an important role for cEA. Figure 3.9 presents four different
neighbourhoods, used in a 2D grid. There are many others, for example used in populations that
are distributed on a ring (1D-5, 1D-9).

The shape and size of the neighbourhood in a cEA algorithm appears to influence the selection
pressure of the algorithm. Eklund [58] examines several neighbourhood shapes and sizes, on a
genetic programming algorithm optimizing a symbolic regression problem. No generic configuration
emerges as being the best, but the author concludes that there exists a link between population
size and neighbourhood size and shape onto the selection pressure.

In Sarma and De Jong [59], the authors also analyze different neighbourhood sizes and shapes,
this time by studying the spread of the best individuals. To do this, only the cloning operation is
applied to the population (no mutation or crossover) and the authors use two different selection
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Figure 3.9: Examples of neighbouring used in cEA.

operators (Fitness proportional selection and linear ranking). By using this measure which looks
like a takeover time, the authors hope to observe selection intensity.

If the various neighbourhoods seem to relatively act as expected, i.e. a large neighbourhood
shows a larger selection intensity than a small neighbourhood, they point out that C13 and L9 have
a very similar behavior. They conclude that the neighborhood shape must also have an influence on
the selection intensity. They define a measure, called radius, that can capture these two variables
(size and shape), and which measures the dispersion of the points around the average center of the
neighbourhood. Using this measure, they are able to classify the tested neighbourhood operators
in the same order as in their experiments.

In Alba and Troya [60], the authors put forward the idea that the selection intensity is not only
guided by the radius, but also by the size of the grid containing the population. They thus define a
ratio between the radius of the neighbourhood and the radius of the grid. Using differently shaped
grids (20x 20 , 10 x 40 and 4 x 100 ), they show that this ratio has an influence on selection pressure.
They also implement an algorithm that dynamically changes the shape of the grid, at the middle
of the computing time of the square grid algorithm.
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4.1 History

Graphical rendering hardware appeared early, in the form of dedicated machines using micro-coded
rendering algorithms [61, 62]. These kinds of architectures already allowed some programmability,
even if their particular architectures make them very specific for 3D rendering computations.

If the first GPU (Graphical Processing Unit) in a personal computer appeared in the Commodore
Amiga in 1985, it was the 90’s that saw the explosion in sales of “3D cards” for personal computers.
These years also saw the introduction of 2D /3D rendering libraries, such as OpenGL, DirectDraw,
Direct3D, first computed in software by the central processor. As these APIs became more popular,
more and more functions were directly hardcoded into the 2D /3D rendering chips.

From a research perspective, some 3D rendering machines began to be used for non-graphic
processing. In Harris et al. [63], the authors cite Lengyel et al. [64] as the first “Generic Purpose”
application of such hardware, where the authors use the rasterization process to schedule robot
motions. In 97, Kedem and Ishihara [65] use PixelFlow, a graphic rendering SIMD machine, to
crack the encryption of Unix passwords.

For graphics cards, parts of the rendering pipeline are hardcoded into the chip, but some units
become programmable and allow the introduction of more and more advanced graphic processing

43
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algorithms (lighting, shading, etc.). When such a customized treatment is applied before rasteriza-
tion of the points, it is called a vertex shader, and if is is done afterwards, directly on the pixel, it
is referred to as a fragment or pixel shader. The 2000’s see the emergence of “shading-languages”,
one early implementation being the “RenderMan Shading Language” (RSL) developed by Pixar.
It is developed within a communication protocol that allows interaction between modeling and 3D
rendering softwares. It is then seen as a 3D-equivalent to PostScript.

Later, when the conventional 3D rendering pipeline of graphic cards includes programmable
parts, shading languages are further developed, such as ARB (an assembly-type language associated
to OpenGL) and high level languages such as: GLSL (OpenGL Shading Language), Cg (C for
Graphics from Nvidia) and HSLS (High Level Shader Language from Microsoft). These languages
and their implementations by manufacturers allow some researchers to use GPU cards for generic
computing, some of them even being unrelated to 3D rendering [66]. This type of usage would lead
to the emergence of the term GPGPU (Generic Purpose Graphical Processing Unit).

The latest phase of this development begins with the unification of vertex and pixel shader
computing units. Such unified units thus exhibit more generic computing capacities than before
and manufacturers rush in, with CUDA and CTM in 2007, OpenCL in 2008, which allow the
programmer to write algorithms in non-3D related languages, to run on graphic processing units.

CUDA is the development framework created by NVIDIA for their graphics cards. The hardware
continues to evolve, and if the programs had strong constraints when executed on early GPGPU
architectures (such as on G8z), with for example the impossibility of making a function call, such
constraints tend to be relaxed with the newer versions. We can note, for example, the availability of
random generators, a dynamic memory allocation manager, 32 and 64 bits computing capabilities
and the ability to call functions on most modern architectures (gflzz).

Finally, the use of GPUs for generic computation is a relatively new concept. However, these
architectures are largely based on older principles (SIMD, Simultaneous Multi-threading, etc.).
This resemblance to older architectures may explain why these architectures are so appealing for
researchers. Another explanation is obviously the performance/cost ratio and the theoretical peak
computing power developed by these processors, which, at the price of a very particular architecture
that we will detail below, reaches values that are inaccessible to conventional processors.

4.2 System overview

A GPGPU node includes a host part, consisting of one or more conventional processors (CPU)
and their associated memory, to which is added one or more GPGPU cards (computing devices).
Some motherboards allow to install up to 4 GPGPU cards into one host machine. In order to
execute a program on such a node, one must code a CPU program, which embeds one or more
GPGPU-compiled executables.

This kind of system is automatically exploited by 3D rendering softwares (video games, or other
3D programs) using 3D programming APIs such as OpenGL or DirectX. Unfortunately, because
they are more generic, CUDA programs do not automatically parallelize over several cards and the
parallelization has to be done by the programmer.

A CPU 4 GPGPUs system, as in Figure 4.1, can be seen as the integration of several quasi-
autonomous systems around a communication bus. Indeed, each GPGPU has its own memory, its
own processor and an interface to the host memory. This interface allows to exchange data with
the GPGPU, to launch a program on it, and to signal the termination of GPGPU tasks, all from
a host CPU program.

Apart from these exchanges, the two types of processors independently co-exist inside the same
system. While the CPUs share the same memory space, each GPU card has its own. All exchanges
between the memory are done through software DMA transfers controlled by the CPU.
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Figure 4.1: A schematic view of a CPU-GPGPU system.

4.3 Hardware part (valid in 2011)

4.3.1 Computing elements organization
Computing cores

NVIDIA GPGPUs contain several hundred cores. The chips are constrained in size and therefore
in number of transistors, for problems of delay and manufacturing, as are other kinds of CPU
chips. Knowing that they have a size and transistor thinness comparable to conventional processors
(modern multi-cores), increasing the number of cores is done through the simplification of the whole
processor.

An illustration of this simplification is the structuring of cores. Indeed, GPGPUs use the ancient
parallelism principle of vector computation (vector processor, array processor). In array processors,
units are grouped around a single instruction unit (Fetch and Dispatch or F&D), which decodes
instructions that the group of cores will execute. The presence of one F&D unit implies that at
most, one instruction is decoded at each cycle and is applied by all the cores together, typically
on different data. This type of architecture is also known as SIMD architecture (Single Instruction
Multiple Data) in Flynn’s taxonomy.

This simplification cannot fully explain the space saved on GPGPU chips to add more cores,
compared to standard processors, because the latter also implement vector registers, allowing SIMD
computation (at a lower level). This type of CPU SIMD-parallelism is intended to be used by
compilers through special instruction sets (SSE, Altivec,...).

Even if the paradigms seem different between the GPGPU and the SSE SIMD parallelisms,
the principle remains the same. Indeed, in SIMD CPU functional units, registers are grouped into
vectors and a single computing unit uses them, while for GPGPU, several computing units apply
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Figure 4.2: SIMD cores performing a memory load from a base address A, and core id.

the same instruction on different private registers, containing possible vectorial data.

Another source of space-saving can be found at the memory level, as will be seen in section
4.3.2.

Multi-processors

The sets of cores mentioned before are called multiprocessors (MP) and there can be several of
them in a GPGPU card processor (currently 1 to 16). A schematic view of an MP is shown in
Figure 4.3 for the two major NVIDIA GPGPU architectures.

All models of NVIDIA GPGPU cards atomically execute threads by groups of 32 and such a
set is called a warp. On early models as presented in 4.3(a), a warp is executed every 4 cycles, by
running 8 threads per cycle. The latest models, as shown in Figure 4.3(b), directly implement 32
real cores fed by one F&D unit. However, two F&D units each decode an instruction and the cores
execute two different half-warps per cycle.

Due to the presence of these F&D units in each MP, GPGPU processors can execute different
parts of the same code at the same time. This paradigm is sometimes denoted SPMD model
(for Single Program Multiple Data) and imposes some limitations compared to a MIMD model.
NVIDIA therefore implements a mixed model, because the cores work in SIMD-mode inside an
MP, but the MPs work in SPMD-mode.

All of the MPs are connected to the same global main memory. No other communication
mechanism between MPs is implemented. Finally, each MP contains a set of registers that will be
introduced in Section 4.3.3 and a set of schedulers that will be presented in Section 4.4.3.

A last point to be noted here is the availability of SFUs (Special Function Units), which allow
to compute fast approximations of heavy transcendental functions (EXP2, LOG2, SIN, COS, etc.).
The accuracy of these fast implementations ranges from 22.5 to 24.0 bits, depending on the analysed
function and the GPGPU.
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Figure 4.3: Schematic view of multi-processors of two major architecture designs.
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Figure 4.4: GPGPU memory hierarchy, organized by decreasing speed (bandwidth) and increasing
size and latency.

4.3.2 Memory hierarchy

As in most computing systems, GPGPU cards embed several types of memories, organized according
to access-speed and size.

L1-caches are not present on the early NVIDIA GPGPU cards, because they are not directly
useful for 3D rendering. They are introduced later on, in order to be used for high performance
computing.

Some of these memories are integrated directly in the chip (on-chip memory), then on the card
and finally on the host system. Figure 4.4 shows the memory card hierarchy of modern architectures

(e.g. a GF100). Different types of memories are shared, either between the cores of a same MP
(Intra MP), or between all the cores (Inter MPs).

4.3.3 Register

Registers are on the top level of the memory hierarchy. They are obviously very fast, but what is
more unusual is the large number of such registers (a total of 2MB on a GTX580). Time to access
these registers is in the order of a cycle.

The registers are organized in a “Register File” and are assigned to a thread, rather than a core.
It is therefore possible to organize them in different ways, for example by allocating more registers
to a task, which reduces the number of tasks that can be loaded onto an MP. A register file is of
course local to an MP and is shared between the threads running on it. More about the thread
management process will be explained later on in Section 4.4.2. But, as the registers are allotted
to a thread (a core), they cannot be used to communicate between them. The shared memory can
be used to this end.

Taking into account the maximum number of tasks that can be executed on an MP, each task
can use 32 registers of 32 bits. Compared to a standard processor, this number is relatively high,
but it is important to note that storing the contents of a register in the main memory is costly, as
discussed in section 4.3.5.
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4.3.4 Shared memory

Shared memory is implemented into the chip (on-chip memory). Its size depends on the version
of the chip and the latest (gfZzz) has up to 48KB of shared memory per MP. As for the registers,
shared memory is attached to a given MP, but it can be used to share data between loaded threads.

Its organization includes separate banks and a fast interconnection switch which allows to create
complex and fast communication patterns between cores and banks. A bank can issue a 32-bit word
access and the switch supports fast accesses as long as two cores do not load two different words in
the same bank. This allows to execute:

e a simple access, where each core loads into its own bank,
e a random access, where each core loads from a bank (with a 1 to 1 relation),
e a broadcast access, where all cores load the same data from the same bank.

Other kinds of accesses are possible, but they are not as efficient as the ones above. If several cores
access different pieces of data from the same bank, these accesses are serially performed and in the
worst case are achieved in 32 times the duration of a well-shaped access. Such an access is called a
bank conflict.

The size of this on-chip memory has increased from 16KB for G8x-based cards to 64KB on more
recent ones (gflzz), but this memory is used to store an L1 cache and the shared memory. Two
different configurations are possible: either 16KB to the L1 cache and 48KB to the shared memory,
or 48KB to the L1 cache and 16KB to the shared memory.

4.3.5 Global memory

Global memory is a conventional large size DRAM (in the order of few GBs). All processing cores
can access it. In addition, this memory can also be accessed by the processor of the host system
that can perform data transfers in both directions. This mechanism is the only communication
means between the card and the main processor.

Global memory transfer speed is very high (=~ 200GB/s ) due to a large bus-width. This
implies that any load is carried on a portion of the memory which is as wide as the bus itself. It is
possible to maximize the use of the loaded data, if neighbouring threads (possibly in a warp) access
neighbouring data, as described in Figure 4.5(a). As in the case of shared memory, the possible
access patterns are relatively simple on the first GPGPU (G80) and more complex on the current
generation. If this type of constraint is not met, the cores load unnecessary data, as in Figure
4.5(b), which overloads the cache and lowers the useful memory bandwidth.

Such a memory access pattern is said to be coalescent, because the memory accesses it contains
can be coalesced into fewer memory transactions than memory cell access. Applied to this case,
coalesced memory accesses can be executed by less than 16 memory accesses (less than 1 per thread
into an half-warp).

4.3.6 Considerations about memory spaces

The memory space of a program using GPGPUs is basically a set of memory spaces. The processor
uses its memory (host DRAM), while each GPGPU processor has its own space and each MP owns
its shared memory.

These three spaces are disjoint and it is necessary to execute explicit copies between them, in
order to make available the data where it should be used.

The CPU has to handle addresses belonging to the GPGPU memory, because it is responsible
for the exchanges to and from the GPGPU memory. Recent NVIDIA GPGPU software implements
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(b) A non-coalescent memory access.
Figure 4.5: Memory bus width and its importance in memory speed.

a unified virtual address space, by making automatic transfers between real spaces. However, if all
the accesses are predictable, and clearly identified, the use of such an abstraction is not essential.

4.4 GPGPU Software

NVIDIA CUDA (Compute Unified Device Architecture) provides a unified view of different multi-
core processors. Although only NVIDIA GPGPUs are taken into account, CUDA abstracts the
real processor through different concepts. This abstraction ensures portability between different
architectures (minor or major revision) produced by NVIDIA since 2007. Thus, the concepts
included in this abstraction allow the programmer to ignore the number of cores and the MP
structure.

CUDA allows GPGPU portability to the GPGPU programs, once compiled, with different types
of cards. It allows to map the threads over the cores, according to their organization.
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4.4.1 Compilation chain

CPU programs are usually compiled directly for the targeted architecture. While this approach was
difficult to achieve and is the result of years of work to find a good consensus on the architecture
(assembly language and operating system), binary compatibility is not always possible.

GPGPU architectures being recent and evolving, several of them coexist, even in the NVIDIA
catalogue. The differences are sometimes minor (G80, G90) or major (G80 and GF100). To ensure
the portability of a program, through these and the future architectures, compilation is performed
in two steps.

First, the GPGPU program is compiled as an intermediate representation (ptz for Parallel
Thread Execution), which is either embedded in the CPU program, or stored in an external file.
Before executing a GPGPU program, the ptz object is loaded and compiled by the driver for the
target architecture. This allows to not restrict a program to a GPGPU architecture and to use a
diverse set of cards in one system.

However, these architectures have changed during time, for example with the introduction of
new functionalities. Ascendant compatibility is maintained and made transparent through the 2nd
compilation step, but is obviously not possible in the other direction.

It is still possible to force the compilation of the program into binary, doing both steps at
compile-time. This mechanism can be helpful, when people are executing timing experiments, as
the translation from ptz to binary could take significant time compared to simple computations.

4.4.2 Thread organization

As we have seen, due to the intrinsic SIMD structure of the cores, GPGPUs execute threads by
bundles. These threads are organized spatially, first into a grid, then into several blocks.

Th Th
(0,0,0)| |(1,0,0)| |

Th Th
(0,1,0) [(1,1,0)

Th Th
(0,n,0){ [(1,n,0)

Figure 4.6: An example of threads software organization.

The blocks correspond to a 2D array, inside the grid, while threads are organized as a 3D array
within a block. Figure 4.6 shows an example of a thread organization within a given grid.

Despite the abstraction proposed by CUDA, the logical organization matches the hardware
organization. Indeed, a grid is run by a single GPGPU, a block is always executed by a single MP
and of course, a thread by a core.
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The warp, introduced in section 4.3.1, is one of the links between the hardware and software
parts, even if it does not have a software counterpart. It is also one of the limits of the hardware
abstraction exposed by CUDA. Indeed, the threads contained in a single warp run on a given MP
at a given time (in a single or 4 cycles depending on the hardware version). Due to the SIMD
nature of the cores, these threads cannot execute multiple instructions at a given time. Otherwise,
they are executed sequentially, as in Figure 4.7. Thus, if the threads in a warp execute the code of
Figure 4.7(a), cores 0 and 1 execute their instructions first, while the remaining 2 and 3 stay idle
(4.7(b)). Then, inversely, cores 2 and 3 can execute their instruction, while the two first remain
idle (4.7(c)).

B

(a) A divergent execution Path. (b) The two first threads execute (¢) Then, the two last can execute
their instructions. theirs.

Figure 4.7: SIMD threads executing different execution paths.

This behaviour is called a divergence between the threads. Of course, it causes a loss of perfor-
mance, compared to the card peak computing power, as some cores remain inactive for a while.

But unlike a complete SIMD processor, only 32 threads (one warp) are executed together at a
given time. A divergence therefore disrupts the execution of a code, only when it occurs between
threads of a same warp. The divergence between different threads of different warps is therefore
not a problem.

Thus, the warp notion can be important for performance. It allows to consider a minimum
number of SIMD threads in the system and can allow to tackle problems where parallelism is not
wide. Indeed, taking into account the warp size, it is possible to parallelize problems where there
are “only” 32 SIMD parallel tasks. Up to now, the warp size remains constant through the different
NVIDIA card generations.

4.4.3 Threads scheduling

The use of global memory is mandatory. Being the only interface between the two types of processors
in the system (CPU/GPGPU), it must be accessed by the GPGPU at least once, to retrieve a value
that can be stored in on-chip memories, explicitly in the shared memory or implicitly in the cache
for future access. If a variable is accessed only once, the use of an on-chip memory brings no gain.
Without data reuse, the cache only allows to accelerate spatially correlated data (whom a neighbour
had already loaded).

The GPGPU implements an alternative mechanism capable of increasing the average rate of
memory instruction execution. This mechanism is called “warp” scheduling and the idea behind
it is to replace a thread waiting on a memory operation with a thread that is ready for execution.
This principle has to be extended to the warp as a whole, because a thread is always executed
together with the other threads of its warp. The scheduler therefore manages a set of warps and
places it or not onto the computing unit.
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This mechanism is different from the scheduling process found in operating systems, which
stores the thread context into the main memory as soon as a context switch occurs (access to hard
disk drive, waiting for a network message ...). Here, as the unit is already waiting for a memory
operation, the warp has to remain within the registers in order to avoid other memory operations.
This mechanism is therefore similar to SMT (Simultaneous MultiThreading), implemented under
the name of HyperThreading™ on Intel® processors. However, Hyper-Threading only supports
two competing threads, whereas on NVIDIA GPGPUs the scheduling set can contain up to 1024
threads (resp. 32 warps). As all the threads of a scheduling set stay in the “register file” of the
MP all the time, the number of registers must be large enough to avoid storing registers into the
global memory. For example, on modern architectures (such as gf100 GPGPU processor), 32,768
registers are shared by the 1024 threads on each MP, allowing each thread to use up to 32 registers.

The set of threads to schedule comes from several blocks, as defined in Section 4.4.2. The block
can be seen as a scheduling set, among which the scheduler can choose the next warp to execute in
the case of a context switch.

W2 stall—>|
W1 stall —>|

W2 3
1(2(1(2]3

Figure 4.8: An example of scheduling.

Figure 4.8 presents a scheduling example for three warps running up to 8 instructions and
causing three memory accesses. It is possible to see that the stalls induced by the memory latency
are covered by the execution of other warps and that the warp causing this memory access was able
to resume its execution once the scheduling process decided to.

Finally, scheduling appears to be a simple and automatic process, allowing to accelerate the
average access time to the card global memory. Actually, this method is more generic than using
the shared memory, provided that the number of warps present in the blocks is sufficient to overlap
the memory latency. Warp scheduling being automatic, it is easier to use for the programmer.
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Algorithm 4: Recall from section 1.3.4: EA
algorithm.

Figure 5.1: Recall from section 1.3.4: EA flow

chart.

Evolutionary algorithms have an interesting characteristic, in that they are intrinsically parallel.
Indeed, based on a standard algorithm, as the one described in Figure 5.1, it is possible to analyze
the parallelization of all its steps.

o7
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Furthermore, it is possible to study the number of tasks that can be created from each step.
This last point is particularly interesting, when one wants to use GPGPUs. Indeed, as we have
seen, GPGPUs have many cores and even more virtual cores, and all these cores (virtual or real)
must be kept busy during the whole algorithm for maximum efficiency.

In this section, p will refer to the number of parents and A will refer to the number of children,
as in the ES terminology.

Initialization: It is a parallelisable step, in the general case. Indeed, the initialization of an in-
dividual usually does not depend on that of other individuals, as in evolutionary algorithms,
genes of individuals are usually initialized randomly. Therefore, the initialisation of p indi-
viduals can be performed by p tasks, independently on n cores.

Evaluation: It is a parallelisable step, as in the general case, an individual is evaluated indepen-
dently from the others. After the initialization phase, evaluation must be performed once per
parent (p times). In the evolutionary loop, evaluation must be performed once for every child
(A times).

In addition, for GP, the evaluation of a single individual can be parallelized, as the execution
of the individual can be run in parallel on different training cases.

Stopping criterion: It is a fully parallelisable step:

e if the stopping criterion is a number of generations, each core can independently check
whether this generation is reached,

e if the stopping criterion is to reach a specific fitness value, each core can independently
check whether the individual just evaluated met this threshold or not. If it is, the core
can raise a flag that will stop the evolutionary engine at the next generation, at which
point each core will be polled and the best individual of all cores is returned.

Breeder Selection for child creation: It is necessary to select a number of parents for recom-
bination. As it is possible (and even desirable) that the same individual be selected to create
several children, n cores can independently select a parents in parallel for reproduction, if a
is the arity of the recombination operator. The selection of parents is executed A X a times
independently, in order to produce A children.

Recombination: After the parents are independently selected, each core can proceed to the cre-
ation of a child, by performing a recombination between the a selected parent’s genes, that can
be accessed simultaneously in a read-only manner. Recombination is therefore parallelisable.

Mutation: After a child has been created by a core through recombination, it can perform a
mutation on it, independently from all other children mutations. Mutation is therefore par-
allelisable.

Population reduction: This step is not parallelisable in a straightforward way, unless a simplistic
reduction method is applied (such as a generational replacement, where the new population
is the children population).

If an ES replacement scheme is selected (pu + A-ES or p, A-ES), an efficient reduction of the
population implies a selection of (i) survivors without replacement. Indeed, if the same
individual was selected several times to populate the new generation, this would generate
clones that would reduce diversity and would cause premature convergence (when asked to
choose a good individual, several cores could select the same individual, and this probability
would increase with the goodness of the individual).
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Making sure that all selected individuals are different would require cores to communicate,
in order to make sure they did not select identical individuals. Selecting p different indi-
viduals out of a u + A temporary population would imply numerous communications and
synchronizations, which are both costly in a parallel environment.

In order to circumvent this problem, we propose in section 8.2 the DISPAR-Tournament
operator, which works on disjoint sets of individuals.

As was just seen, all but one step of a generic evolutionary algorithm can be parallelized in a
straightforward way on a shared-memory parallel architecture. The number of tasks is generally
high, i.e. respectively p, A and A x a. Even if a sequential reduction phase is implemented at the
end of each generation, it is possible to parallelize the contents of the evolutionary loop that are
the most costly (mainly the evaluation step).

From a purely parallelization point of view, executing multiple iterations of the evolutionary
loop is not possible simultaneously, because in synchronous evolutionary algorithms, the current
population depends on the previous one, as the new generation uses the previous one as parents.

10000 T R R
Evaluation
L Breeding —<— L
Initialization —— /+,,,,,/
1000 | ! - 4
Reduction —=— o
100 | +/*/ ]
_—t
L - S —
10 | o o 4
—— > ]
O » =
o 1F H -
£ >
= % —* g
> K 5
0.1 y » . EF 3
> * —8"
0.01 | o B 4
r o - B ]
o — —& |
0.001 |- P ]
[ - 1
0.0001 L 1 n 1 P S T S S S I N S S N I E S S RV S ST
32 64 128 256 512 1024 2048 4096 8192 16384 32768  6553€

Population size

Figure 5.2: Amount of computing time for all the steps of an ES optimization of the Weierstrass
function with 120 iterations on a CPU, depending on the population size. (Note the logarithmic
scale on the Y axis.)

Executing several iterations of the evolutionary loop simultaneously would not make any sense.
Generally speaking, parallelization is interesting in two cases:

e in order to improve the quality of the results for the same computing time,
e if optimization time is a hard constraint, as for real-time computing, for instance.

An EA is made of different steps, as described above. Genetic operators complexity depends on
the genome size (initialization and variation operators), and evaluation of an individual depends
on the problem. Finally, all the different steps depend on population sizes p and A. If the evalua-
tion step is very calculation-intensive, parallelizing the evaluation step only may yield interesting
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speedups. However, if evaluation is very short, then it may be necessary to parallelize all the steps
of the evolutionary loop in order to obtain a good speedup.

Figure 5.2 shows the CPU time taken by all different steps of an ES optimizing the Weierstrass
function on a CPU. On this problem, evaluation time is roughly 500 times more expensive than
the rest of the algorithm. Suppressing evaluation time through infinite parallelization would ap-
proximately yield a 500x speedup, which is a good factor considering that the evaluation step only
would have needed to be run in parallel.

5.2 Load Balancing

Having a system which embeds a host processor, a set of cards each with many cores on each card
and with a set of tasks to perform makes it necessary to split the whole task into assigned subsets,
to the cards, to the MPs and finally to the cores.

The main goal of a load balancing process is to reduce the overall execution time. On a syn-
chronous EA| it is necessary to balance tasks between independent computing units, in order to
allow them to finish their computation at the same time so as to start the next generation. Oth-
erwise, if a unit finishes before the others, it will become idle while waiting for them, therefore
wasting computing power.

Load balancing can be performed according to the tasks to be distributed at a certain level
and to the devices related to it. However, distribution at a given level can take into account the
structure of a lower level. Typically, MP distribution is also based on the structure of single cores.

GPGPU systems have three levels (cards, MP, single cores), but load balancing is done in
two steps: first inter-GPGPUs and then intra-GPGPUs. Of course, the last two levels are highly
correlated.

5.2.1 Inter GPGPU load balancing

If multiple GPGPU cards are to be used, it is necessary to assign a set of tasks to each GPGPU.
This step matches the first level of the hierarchy described above.

The purpose of inter-GPGPUs load balancing is to assign processes to the cards in a balanced
way, in order to allow the computing on each card to finish at the same time. Unfortunately, if
different GPGPU types are used in the same machine, it is difficult to compare the power of the
cards.

Indeed, it is necessary to take into account the characteristics related to the computing units,
but also to the memory. An approximation was made, by dividing the number of tasks with respect
to the number of MPs in the chips of the different cards.

Load balancing is much easier with identical cards and this was considered as the most common
case for high performance computing.

5.2.2 Intra GPGPU load balancing

GPGPU chips comprise many cores, that are structured on several layers. Each layer has certain
constraints, such as the number of tasks that can be scheduled, the number of registers available
in an MP (its software-related notion being the block or the scheduling set).

The problem is: with a number of identical tasks and a number of cores (streaming processors,
or SPs) grouped into a number of sets (MPs), how should these tasks be divided according to the
following constraints ?

The proposed answer is to:

e Balance the load between the different MPs.
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e Balance the load between the different cores of an MP, in order to not create artificial diver-
gences, by assigning tasks to a part of a warp and nothing to the other part.

e Maximize the scheduling capability of each MP, while respecting the constraints on available
registers per MP and the size of the scheduling pool.

The first point can be summarized as: the number of scheduling sets must be divisible by the
number of MPs (otherwise, it is possible that an MP will become idle during the execution, while
the others will still have work to do, especially towards the end of the computing phase).

Load balancing between the cores respects the warp size constraint. Indeed, the threads con-
tained in a warp are always executed together. It is therefore necessary that the number of tasks
distributed to a scheduling set be a multiple of the warp size (32). This is done even if it implies
useless threads and it is up to the task itself to check its usefulness (and to do nothing in this case).

The last point is dependent on the card and on the tasks to perform on it. For an MP having
a ‘“register file” of a certain size (available registers) and a task using a number of registers, the
maximum number of tasks that can be run on an MP is n?“egister/ntask,registers’ This gives the
maximum number of executable tasks which is e. The number of schedulable tasks is given by the
hardware, as well as w and M (w being the size of a warp, M the number of MPs).

Finally, algorithm 5 is used to distribute the tasks into blocks and threads:

Input: N: number of tasks, w: WarpSize, M: Number of MPs, s: max number of schedulable

tasks, e: max number of tasks.

Output: b: number of blocks, t: number of threads per block.

repeat

| b:=b+ M t:= [Min(s,e, N/(bx M)))/w] x w;

until (b x t>N) A (e>t) A (s>1);

Algorithm 5: Task Balancing on a GPGPU.

This algorithm will be used throughout the rest of this document.
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6.1 Rationale

Parallelization of evolutionary algorithms follows different models. One of them consists in paral-
lelizing the evaluation step only (Master-Slave model). The advantage of this approach is that it
keeps an identical behaviour compared to a sequential algorithm. Indeed, the evolutionary engine
(the complete algorithm without the evaluation function) is the same as in the sequential algorithm.

Amdahl’s law asserts that speedup is constrained by the sequential part of a parallel algorithm
[67]. The achievable speedup using this principle is limited by the ratio T./T. where T, is the time
of the complete algorithm and T, the time needed to execute the evolutionary engine. Indeed, let
us consider a parallelization over an infinite number of cores: the time of the population evaluation
becomes virtually nil. Using this type of parallelism, the minimum execution time of the algorithm
is the sequential part, i.e., in a Master-Slave model, the evolutionary engine.

This kind of parallelization is useful for an algorithm whose evaluation time is predominant.
This is the case in many problems.

6.2 Related works

There are relatively few studies addressing the use of GPGPUs to parallelize evolutionary algo-
rithms.

To our knowledge, the first is [66], which implements a complete algorithm on a 3D rendering
card. The GPGPU is used in a complete SIMD manner, which is then the only way to go, since
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accessing the card for generic computation is done through fragment/pixel shader programs, which
have a 3D rendering programming paradigm. Here, the authors use a fragment program, as it
is adapted to their computations. The data required for the execution of the algorithm is stored
in textures, such as the population, (stored as a 2D torus), an array of random numbers used
by the algorithm during computation and a table of fitness values. In this implementation, four
genes are stored into an RGBA pixel, allowing the application of genetic operators on four genes in
parallel. Random numbers are generated by pre-executing a fragment program which executes an
LCG algorithm (Linear Congruential Generator), in order to be used later. The implementation is
similar to a cellular EA, as individuals are crossed according to their location in the population,
with the best of their 4-neighbours. Finally, the authors evaluate their implementation on the
Colville minimization problem by comparing the execution time between an Athlon 25004+ CPU
and an NVIDIA 6800GT GPGPU card. The obtained speedups vary between 1.4x (resp. 0.3x)
for the genetic operators (resp. evaluation) for a population of 322 individuals and 20.1 x (resp.
17.1x) for a torus of size 5122. Using a 3D rendering paradigm imposes restrictions and issues
regarding the implementation. In addition, this card model does not have unified computing units
and as the authors use fragment programs, they can only exploit 16 cores on the card, leaving 6
inactive pixel shader units. All in all, this implementation seems to require a lot of work for a
mitigated result, as a huge population is needed in order to obtain some reasonable speedups.

Then Fok et al. [68] published and proposed a similar technique, as they also port the complete
algorithm onto the GPGPU. Fok et al. find that standard genetic algorithms are ill-suited to
run on GPGPUs because of operators such as the crossover (that would slow down execution
when executed on the GPGPU) and therefore choose to implement a crossover-less Evolutionary
Programming algorithm [7] on the card. The obtained speedup of their parallel EP “ranges from
1.25 to 5.02 when the population size is large enough”, on 5 different optimization problems, using
a GeForce 6800 Ultra NVIDIA card, v.s. a 2.4GHz Pentium IV processor. As for the previous
paper, using such an architecture imposes the use of the 16 fragment shader computing units, the
6 pixel shader units remaining idle.

Finally, in LI et al. [69], the authors implement a complete algorithm onto the GPGPU, in order
to avoid the massive transfer of data between two memory spaces of the system. Strangely enough,
the algorithm handles binary individuals, although the problems used for the experiments are
continuous optimization problems (Schwefel, Shaffer and Camel functions). This implementation
requires great efforts to implement operators as crossover and mutation without bit-wise operation
capacities onto their GPU. They compare their algorithm with respect to a standard CPU algorithm,
for convergence, optimal solution rate and speedup. The achieved speedups vary between 1.4 and
73.6, even if the two algorithms do not seem to be exactly comparable.

All these implementations were made on cards using non unified shaders. Also, programming
was done using graphical paradigms. This explains the complexity of the chosen methods and the
mixed results that were obtained.

6.3 Proposed Master-Slave (MS) implementation

6.3.1 Algorithm

Parallelization can be achieved at several levels, one of them being the parallelization of the eval-
uation function using a master-slave model. The evolutionary loop is then executed on a master
processor that performs the initialization of the population of u parents, the analysis of the stopping
criterion, the selection of parents for reproduction, the creation of A children and the population
reduction of the temporary population of (u + \) parents + children to the new population of u
parents.
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The master processor also controls slave processors that are used for a parallel evaluation of
the individuals. At each generation, the master processor distributes the population to the slaves,
launches the evaluation, waiting for this evaluation to complete and receives back the fitness values
just computed.

In a shared memory system, one of the processors performs the master role, the others being
the slaves. In this case, no memory transfers are needed, as the master and the slaves share the
same memory.

In a GPGPU system, the master and the slave processors operate as a distributed memory
system: the master and the slaves are not using the same memory banks. The slaves do however
use a shared memory architecture. Porting such a model on GPGPU imposes only a few changes
compared to the standard algorithm, as the evolutionary loop is performed in the same way. It
is quite possible to have, as in the standard model, several GPGPU cards sharing the evaluation
of the same population. The master processor is then responsible for distributing this population
among the cards.

Communication between the master and the slave processors is performed through direct trans-
fers between the memories of those devices. This link can be seen as a communication network which
is fast and has low latency (see Section 4.3.5) and a very large bandwidth (200GB/s), compared to
using a physical network, as with parallel distributed memory architectures.

Master Master

| Core

Iface
o

Iface

CoreJcneJeorJcoreJcorYcoe

Slaves Slave GPGPU

(a) General model. (b) The GPGPU implementation.

Figure 6.1: Master-Slave model for EA parallelization.

Thus, the model comes from the one shown in Figure 6.1(a), becoming the one presented in
6.1(b). Going through a communication medium such as a network interface is no longer necessary,
as the transfer is made directly between the different memory spaces.

However, because the transfer is done by DMA, it is more effective to add a data preparation
phase that assembles all the individuals of the population in a single chunk of CPU memory, so as
to transfer it to the GPGPU in one go, rather than to transfer one individual at a time. This way,
the system suffers only one latency for the entire population.

If n cards are used, the population is divided into n subpopulations of individuals to be evaluated:
one for each card. This makes for a quasi-linear speedup with the number of available cards. The
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central processor launches the execution of the evaluation program on the cards and waits for the
termination of all the involved cards. Finally, the fitness values are brought back to CPU memory
and assigned to the individuals, as is the case in a standard master-slave parallelization model.

6.3.2 Evaluation

Evaluation is executed by the cores of the GPGPU card on the subpopulation that has been
assigned by the host system processor. The population should be distributed to the different cores,
to ensure load balancing. This is done using the Algorithm 5 presented in Section 5.2.2; considering
an individual evaluation as a task.

Indeed, in a general case, in standard GA/ES, the evaluation time of an individual is considered
as independent of the values contained in the individual’s genome. So, having a set of = individuals
(z being either u for the initialization phase or A for each iteration of the generational loop), each
evaluation is considered as a part of an identical tasks set.

An individual is assigned to one processing core only and one core is preferably assigned several
individuals, to be able to benefit from the very efficient scheduling system to circumvent the lack of
cache memory, thus achieving temporal parallelization (pipe-lining). The core runs the evaluation
code in a standard way by using its own internal variables, allocated in the global memory of the
card.

As all the cores execute the same evaluation function on different data (different individuals) it
is possible to use the cores in an SIMD manner with minimal divergence. But this SIMD behaviour
concerns only the warps. It is therefore not possible (or not even desirable) to know if the warps are
synchronized together. This global execution model can be viewed as an SIMD model, even if the
hardware does not execute the same instruction on all the threads at the same time, as the number
of threads exceeds the number of cores, in order to allow effective scheduling (SMT). Therefore,
the considered SIMD model is more theoretical than practical.

The evaluation ends when all the individuals have been evaluated. The algorithm then returns
to the host system processor. The algorithm has an implicit synchronization point to ensure that
all the individuals are evaluated before resuming the execution of the evolutionary loop.

6.4 Experiments

This implementation was intended to be as generic as possible. However, using GPGPUs imposes
a few constraints. For example, during execution, a GPGPU core must not perform any inputs /
outputs other than memory accesses. Some constraints are recommended but not mandatory, such
as allocating enough individuals per core for an efficient scheduling, as well as a fixed execution
path in the evaluation function. Otherwise, performances are degraded, but the code still remains
executable.

It is therefore possible to evaluate the implementation not only on well-known test functions
(benchmarks), but also on real problems. This last kind of problems concerns the final user to
a greater extent. The use of artificial problems allows to characterize the algorithm behaviour,
while the implementation of real world problems demonstrates the applicability of these methods
to industrial problems.

The metric used in this part is mainly the execution time of the algorithm on CPU and GPGPU,
and a derived metric: the speedup. This is justified by the process of direct parallelization of the
algorithm, which unlike the case of dEAs (Distributed Evolutionary Algorithms) does not imply
algorithm behavioural modifications. As the evolution dynamics is not changed, only the gain in
time needs to be analyzed.
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Speedup is usually presented with respect to the number of processors involved in the com-
putation. Here, it is difficult to apply such a technique. It is possible to reduce the number of
cores or MPs involved on the evaluation of a given population but this does not make any sense.
A GPGPU processor implements a number of cores and to use a subset of these cores primarily
involves many disadvantages. Underusing an MP, that is to say use only a subset of cores, will not
improve speed in a reasonable way, as all cores are available at no extra cost and will perform the
same computation in SIMD, even if no threads are assigned.

However, it is possible to analyze the speedup by changing the number of cards used to evaluate
the population, as a host PC will accept from 1 to 4 cards. It is also possible to analyze several
models of cards with different numbers of cores, but other criteria could influence the results, such
as the type of memory that is used and its associated bandwidth.

In addition, as CPU cores are symmetrical, it is possible to imagine that using all the processor
cores could yield a linear speedup at best!.

However, this is not the point in this document.

Throughout this document, it is a parallel algorithm that is compared to a sequential algo-
rithm. Therefore, whenever speedups are mentioned, they compare a parallel execution on all
the cores of the GPGPU to a sequential execution on one core only of the CPU.

Speedups are calculated with reference to the number of individuals evaluated on the card (u
on the first generation, A on subsequent generations). They compare CPUs and GPGPU cards of
similar eras. As in our model, the number of individuals is equal to the number of jobs created
on the GPGPU and this method still allows an analysis of the behaviour of the algorithm on the
hardware.

The Weierstrass benchmark

The first test conducted on the master-slave EA parallelization model is performed on a well-
known problem, which is the optimization of a multi-dimensional Weierstrass fractal function,
whose equation is:

Wyn(z) = Zb‘jh|sin(bjac)\ withb>1land 0 < h <1

j=1

The multi-dimensional version used here sums the values of each dimension and samples the
infinite sum with iter samples.

dim iter
Wyn(z) = ZZb‘jhsin(bjxi) withdb>Tland0<h <1

i=1 j=1
This function has many advantages in order to test the efficiency of an algorithm:

e The problem dimension can be changed (dim) therefore allowing to test the influence of the
genome size on the behaviour of the algorithm (population management and transfer to the
GPGPU card).

e The irregularity of the fitness landscape can be tuned thanks to the Holder coefficient h,
allowing to tune the difficulty of the search (used to evaluate the efficiency of the search).

Tand possibly better than linear, as parallelization makes the caching system more efficient
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e Finally, the computing load needed to evaluate an individual depends on a parameter (iter):
the larger the iter, the longer it takes to evaluate an individual.

Figure 6.2 shows three fitness landscapes for a bidimensional evaluation function, for three
different Holder coefficients.

i
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(a) Holder coefficient set to 0.9. (b) Hélder coeflicient set to 0.5. (c) Holder coefficient set to 0.3.
Figure 6.2: The Weierstrass function using a 2D (2 real values) genome.

The ES optimization of this problem shows a predominance of the evaluation step compared to
the rest of the algorithm, especially for a large number of iterations, as shown in Figure 6.3.

(a) Weierstrass for 10 iterations. (b) Weierstrass for 70 iterations. (c) Weierstrass for 120 iterations.

Figure 6.3: Execution time distribution of an ES algorithm onto CPU

Figure 6.4 presents the execution time for a standard algorithm, running on a CPU and an
algorithm using a GPGPU as an evaluator slave. The machine used in these tests has an Intel
Pentium IV 3.6GHz processor and the very first NVIDIA GPGPU card: the 8800GTX with 128
cores.

The complexity of the algorithm is linear w.r.t. the number of individuals in the population,
for both versions of course. As shown in Figure 6.4(a), for a large number of iterations (iter = 120)
the execution time of the sequential algorithm is considerably higher than for the parallel one (on
the bottom of the graph) and it is so for any population size.

Figure 6.4(b) zooms on the y axis and shows the execution time of the parallel version of the
algorithm for three different evaluation function complexities: 10 iterations, 70 iterations and 120
iterations. It is possible to see a change in the slope curve, at around 2048 individuals. Before
this value, the evaluation time of the population is constant and only the time of the CPU part
(sequential evolutionary engine) increases, which finally increases the total execution time of the
algorithm.

This is due to two factors. A GPGPU processor is a chip containing p cores and the execution
of a task takes a time ¢. As the population size n is smaller than p, each processor does not perform
more than one task, taking a total time of ¢, so until the card is fully loaded (for 2048 individuals
apparently), adding more individuals results in the same evaluation time.
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(a) Execution time for CPU and GPU. (b) Execution time for GPU only.

Figure 6.4: Execution time for the Weierstrass problem, for different numbers of iterations, w.r.t.
the population size.

The knee occurs long after the n is over p (128 cores), because of the scheduling system. Indeed,
the GPGPU processor can be seen as a processor with more virtual cores than real ones. A parallel
can be drawn with operating systems, which consider the same amount of cores as the processors
has, including SMT contexts. An I7 Intel IV processor is seen as an 8-core (4 SMT cores), a Pentium
IV is seen as a dual-core processor (although it has only one). Thus, the processor of the 8800GTX
can be seen as a processor with 128 x 24 = 3072 cores, 128 being the number of real cores, and 24
the number of scheduling slots by core. In Figure 6.4(b), the knee starts at about 2048 and the
new slope stabilizes after around 3072 individuals.

Because the scheduling mechanism is a complex process, it is difficult to assert an exact number
of threads to maximize it. Indeed, scheduling is only used to cover the memory access latencies. A
code with just a few accesses saturates the computing cores with only few threads. The increase
in the number of threads of the scheduling sets would no longer reduce the execution time, as
computing power is the limiting factor and not the memory bandwidth. The size of an optimal
scheduling set therefore depends on the hardware being used (number of cores, memory latency,
scheduling capacity), but also on the code itself (ratio of memory access / computing).

However, it is possible to consider that the GPGPU computing task is not saturated below
this value. Thus, all the above individual evaluations and up to this threshold, are virtually free.
Indeed, they do not increase the population evaluation time.

It is interesting to note that for 10 iterations, the slope is roughly the same before and after the
card is saturated. This means that on the GPGPU, 10 iterations in the evaluation function take
practically no time. The slope is mainly due to the increase in population size that the evolutionary
engine must deal with (more children to create using recombination and mutation and to choose
from for reduction).

For 120 iterations, once the card is fully loaded (after 3072 individuals) more individuals mean
more evaluations, that take much more time than population management by the evolutionary
engine. The slope is therefore very different.

Figure 6.5 shows the speedup of the proposed master-slave implementation on the same problem
using different types of NVIDIA cards. The load balancing algorithm presented in section 5.2.2
ensures that the hardware configuration of the different cards is dealt with correctly and transpar-
ently. All the speedups stagnate beyond a certain population size. This is the speedup counterpart
for the change of the slope curve in Figure 6.4(b). Indeed, once the card and its scheduling system
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Figure 6.5: Speedup w.r.t. the population size, on different NVIDIA GPGPU cards.

is saturated, the execution time of the algorithm on the card becomes linear with respect to the
population size.

Depending on the number of cores and the card type, these threshold values are different.
Indeed, the G80-based cards (8400GS, 8300GTX) and G200 (275GTX) have a scheduling set size
of 24 threads per core to be compared with 32 for the GF100-based card (480GTX), the number
of cores also vary. In the case of the 275GTX with 240 cores vs 128 for the 8800GTX, we can
observe that the speedup stagnates for the first card with a population size of twice the second.
Finally, the 480GTX saturates later, because both the number of cores (480 cores) and the size of
the scheduling sets are larger.

Note that all these speedup curves include the complete sequential evolution engine. The speedup
factor on evaluation only would be much greater.

6.5 Conclusion

Even though the Master-Slave parallelization model that only parallelizes the evaluation of the
individuals on the cores of one or several GPGPU cards using their shared global memory seems
straightforward, it was apparently not described in any paper before our 2009 paper (Maitre et al.
[70]).

The work referred to in this section was published in Maitre et al. [71] (international refereed
journal paper) and Maitre et al. [70, 72] (international refereed conference paper).
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7.1 Introduction

Genetic Programming (GP) is generally known to be very computing intensive, because the search
space is very large, as GP optimizes the values as well as the structure of the individuals.

Figure 7.1 shows computing time based with respect to the number of training cases, for different
phases of the algorithm for a run of 10 generations and a population of 4096 individuals. The time
spent in the evaluation function becomes as large as the rest of the algorithm above a relatively
small number of training cases (between 64 and 128).

More generally, evaluation in GP consists in comparing the results produced by an individual
with a set of learning points. Unlike GA / ES, the individual is executed in order to evaluate it and
all individuals are different. During the evaluation phase, an individual is evaluated on a learning
set that may contain many points and for each point, the individual must be executed.

This is a problem if one wants to parallelize evaluation on an SIMD parallel machine, as all
threads will be divergent. However, GP evaluation reveals another source of SIMD parallelism, in

71
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Figure 7.1: Time elapsed into different steps of a GP algorithm, w.r.t. the learning set size.

the evaluation of a single individual. Indeed, an evaluation implies to interpret / execute the same
individual on different data (the learning set). The evaluation function (that can be seen as an
interpreter) could run the same individual in parallel on a set of input values, in which case threads
would not be divergent anymore as they would implement the same individual.

But is is also possible to use the same kind of parallelization as with GA / ES, that is: each
individual can be evaluated by one core independently.

Based on these two approaches, there are two ways to parallelize the evaluation of a GP popu-
lation.

7.1.1 Option 1: SIMD parallelization of a single individual evaluation
over the learning set

First, the card can be seen as a completely SIMD machine. An individual is loaded on it and each
core executes (or interprets) the same individual on a subset of training cases.

Figure 7.2: An example of a GP-tree individual and a problem-related learning set.

Figure 7.2 presents an example of a GP tree and a training set containing two couples of input
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values for # and y, on which the tree must be evaluated. Using the technique described above, the
evaluation of some of the nodes gives the sequence shown in Figure 7.3. Two cores execute the
same instruction at the same time, possibly with different data, when the operator of a node is a
training set variable (here x or y). The potential number of SIMD parallel tasks is then the number
of elements in the training set (L;s).

(a) Push z values.  (b) Push constant 2. (c) Pop z and 2, apply
addition.

Figure 7.3: Execution of the first learning set cases in SIMD-mode.

Unfortunately, in many real-world problems experimental data can be difficult (or expensive)
to obtain, and GPGPU cards contain quite many cores (and even more if the scheduler is used to
implement temporal parallelism, by overcoming the latency of global memory accesses). One has
seen in the previous section that an old 128 cores 8800GTX needed 3,072 threads in order to be
fully loaded. Current cards have 512 cores, which could mean that these cards would need more
than 12,000 test cases to be used efficiently. However, in the manganese leaching inverse problem
presented in chapter 10.1, much less than 100 training points were available.

Furthermore, this parallelization over the training set does not take into account the MIMD
structure of GPGPU MPs.

7.1.2 Option2: MIMD parallelization over the whole population

On the other hand, it is possible to have an opposite approach. Each processor core can execute a
different tree (individual), applying it to each and every learning case. This approach is suitable
for an MIMD processor. Indeed, in this case, each processor executes a population subset. The
number of parallel tasks is now N, where NN is the size of the population to evaluate.

However, figure 7.5 shows how the two individuals of figure 7.4 would be executed on an SIMD
processor:

1. The evaluation of the two individuals’ first node causes the execution of the same instruction
(load a variable). However, one loads the x variable, while the other loads the y one, meaning
that memory access is not coalescent.

2. The second node implies the execution of the same instruction on both cores (read “2”). The
memory access is coalescent.
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Figure 7.4: An example of a GP-tree population and a problem-related learning set.

(a) Single instruction, (b) Single instruction, (c¢) Divergence, two (d) One idling core.
non-coalescent mem- coalescent memory instructions.
ory access. access.

Figure 7.5: Execution of the first three nodes of the example tree in an SIMD manner.
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3. For the third node, the two cores should execute different instructions (+,—). With such an
SIMD processor, these instructions are serialized.

4. The first tree is finished, so core 0 is idle until the end of the evaluation of the second tree by
core 1.

MIMD parallelization on an SIMD machine shows some disadvantages, due to divergences be-
tween cores, the difficulty of predicting the memory access pattern and to efficiently use the bus
width, and to balance the load between the different cores. However, if one takes into account that
only a limited number of different operators will be used, it is possible to obtain some speedup:
supposing that the set of operators is limited to {+, —, x, /} and there are 512 SIMD cores on the
chip. If, during evaluation, all four operators must be executed, this will result in 4 time steps
rather than one. But because 512 cores will be used, one could hope to obtain a 512/4=128x
speedup.

In practice, this is unfortunately not true, because there are more different operations to perform
than only 4 (there are usually more than 4 operators, and loading a variable on one core while
another core wants to perform an operator is also a cause of divergence).

7.2 Related work

Genetic Programming, its huge search space and the time needed to evaluate a population, make
it a good candidate algorithm to be executed on parallel architectures, so several studies have been
done on parallelizing GP on GPGPUs.

A first test was attempted using a compiled-approach [73] and using option 1 presented above
(parallelization of each individual over the learning set). The learning set is converted into a 2D
texture, and is sent to the card. Then, each individual is written as Cg code (C for Graphics, a
3D rendering oriented language), compiled and sent to the card. Finally, the result is compared to
the expected one in the learning set and the error is assigned to the fitness of the CPU individual.
Despite the large overhead involved by the use of the Cg language, Chitty gets a speedup of 30x
on an NVIDIA 6400GO when pitted against an Intel 1.7GHz, on the 11-way multiplexer with 2048
training cases, and a speedup of about 10X on a symbolic regression problem. The author says that
the size of the training set must be large enough. Indeed, the overhead induced by using Cg and
the compilation of the individuals is difficult to overcome. Apart from the overhead, evaluation of
a compiled individual is fast. This idea is reinforced by an almost constant running time until it
reaches a threshold number of training cases, that the author estimates to be between 10,000 and
15,000. It is not clear in the paper whether the compiling overhead is taken into account when
calculating the execution time of an individual.

In the same year, Harding et al. apply a similar technique in [74], using .Net and MS Accel-
erator. For four different problems, the authors generate a random population of individuals of a
fixed size and evaluate them on a GPU and a CPU. Then, they test the average speedup of the
GPU implementation vs. the CPU on 100 different individuals, using a 7300GO card v.s. an Intel
T2400 1.83GHz CPU. Using this mechanism, they investigate the obtained speedup w.r.t. different
individual and training set sizes. They get very interesting speedups, in the order of 7000x, on
the evaluation of a floating expression population, 800x for boolean expressions. For the complete
algorithm, they obtain a maximum speedup of about 100x on a linear regression problem (which
uses floating expressions) and 22x for a problem of spiral classification (which uses boolean expres-
sions). However, the use of the .Net and MS Accelerator frameworks, the individual optimization
during the compilation and the lazy evaluation, make it difficult to compare these results. Never-
theless, the use of MS Accelerator, which works on top of DirectX, allows the program to be ported
on different types of devices (GPGPU, multi-core processor), if not portable to other operating
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systems. In addition, this implementation uses the GPGPU as a complete SIMD processor, which
implies using a large number of training cases, as GPGPU processors contain hundreds of cores
(512 on the latest processors when this document is written).

Langdon et al. use option 2 in [75] (evaluating each individual on a different core). Their
RapidMind implementation uses an interpreter that evaluates all the trees on all the cores in
parallel. On one core, a tree is sequentially evaluated on all training cases. They obtain a speedup
of about 12x using a 8800GTX card vs an AMD Athlon 64 3500+ clocked at 2.2GHz. Their
RapidMind implementation evaluates all possible operators on a node, by keeping at the end the
value corresponding to the good operator. For a set of 5 operators they evaluate the inefficiency of
their implementation to 3%, due to using the SIMD architecture as if it was an MIMD.

Finally, in 2008 and 2009, Robilliard et al. propose an implementation based on a mixed
approach between options 1 and 2 in [76, 77]. This approach allows to take into account the
SIMD/MIMD character of the G80 NVIDIA architecture. In this implementation, the 32 SIMD
cores of an MP are assigned to an individual. They are used to compute in parallel, as in option
1. Then, different MPs get different individuals to evaluate, as in option 2. The authors get an
acceleration of 80x on an 11-multiplexer problem and a sextic regression, with 2,500 training cases.
This speedup is obtained on the evaluation function only, with a 8800GTX card, against an Intel
2.6GHz processor. As this approach is the basis for ours, we will see it in more detail later.

7.3 Implementation

7.3.1 Algorithm

One of the big problems with option 1 is that it needs many training cases in order to efficiently
exploit the many-core architecture of the GPGPU chips. Unfortunately, when test cases come from
real world problems, it is often the case that fewer than 100 learning cases are available. On a work
with Biswas et al [78], cf. section 10.1, only 77 test cases were available to learn from, in order
to optimize the leaching of manganese ore extracted from polymetallic sea nodules. It is therefore
very important that GP parallelization methods be efficient with the smallest possible numbers of
fitness cases, if one wants the method to be applicable to real-world problems.

The implementations by Robilliard et al [76] was efficient, GPU-wise, with as few as 128 learning
cases. We extended their work so that GP parallelization over GPGPUs could be efficient with as
few as 32 learning cases, which is important for real-world applications with few learning cases (if
less than 32 learning cases are available, one can reasonably question whether the data set is large
enough to learn anything interesting from it).

As the implementation presented in Robilliard et al. [76], our implementation uses tree-shaped
individuals for the evolutionary engine. These trees are implemented using objects for nodes con-
nected to their sons through pointers.

This individual representation is not interesting for the evaluation. Robilliard et al use a RPN
(Reverse Polish Notation) format for the evaluation and apply a translation routine to flatten
the trees before exporting the population to the card. The translation is obvious and is done by
recursively travelling the trees. The RPN notation is more compact and allows to transfer the
population in a single block, as in the case of GA/ES.

In Robilliard et al. [77], the authors directly use the RPN representation at the evolutionary
loop level. This solution of course accelerates the transfer, because it allows to avoid the translation
phase, but more complicated variation operators (crossover and mutation) are needed to take into
account the implicit structure of the individuals. This solution was not selected here, for simplicity
and genericity reasons.

If the authors of [76, 77] use the ECJ library and an interface to the C to access the graphic
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card, we chose to directly use C++ at the evolutionary loop level for easy integration into the
EASEA platform (cf. chapter 9).

7.3.2 Evaluation

In [76, 77] the authors use only 32 threads for the evaluation of an individual. This corresponds to
the size of a warp, and therefore to the least number of threads executed by an MP in one cycle.
Thus, the evaluation of an individual is done by one MP on 32 training cases in parallel.

The NVIDIA hardware can schedule up to 4 blocks on a single MP, at least if the computing
resources allow it (number of registers, the shared memory occupancy). In the best conditions, an
MP will schedule between 128 threads, coming from four different individuals. The scheduling set
is not full, because it may contain up to 768 threads on the card being used. This implies that in
Robilliard’s implementation, the scheduling capacity of the card is not completely used and that
more memory latencies could be avoided by using more threads.

NVIDIA documentation states that a divergence occurs between the threads from a same warp
only. As an MP can load four blocks and schedule between them, the divergences between threads
from these four different individuals do not affect their execution. This behaviour makes sense
because these threads are executed at virtually the same time. However, as there is no interaction
between the different threads of two warps, then two different warps can execute different instruc-
tions without degrading the MP SIMD behaviour. Evaluating multiple individuals on a single
MP allows to maximize spatio-temporal parallelization on the mixed SIMD/MIMD architecture of
GPGPU processors.

In [76, 77], the authors implement a GPGPU RPN interpreter, which evaluates an individual
on a subset of the training cases in parallel, then on the following subset sequentially.

Two solutions exist to increase the number of threads loaded onto an MP. Using a larger training
case subset in parallel is possible. This number can be increased up to 192, which allows to maximize
the size of the set, if the card uses 4 interpreters.

An interpreter managing several individuals over several training cases in parallel is also possible,
if no individuals are shared between two warps. In this case, even in a symbolic regression on 32
points, all scheduling sets will be fully loaded, as long as six individuals are assigned to each MP.

However, in [76, 77], the authors use shared memory to store the interpreter stacks. There is a
stack per learning case and per individual (actually, a stack per thread). By increasing the number
of threads per MP, shared memory can no longer store enough large stacks. To avoid this problem
in our implementation, the stacks are stored in the global memory, without observed side-effects.

Another notable effect of increasing the number of threads in a scheduling set is the increased
load on instruction cache pressure, but as with the previous remark, no adverse side-effects were
observed.

7.4 Experiments

7.4.1 Experimental process

The experiments have been performed on a GTX295 NVidia card vs a Intel Quad core Q8200
(2.33GHz) processor and 4GB RAM of the same vintage, under GNU/Linux 2.6.27 64 bits with
NVidia driver 190.18 and CUDA 2.3.

The GTX295 is a dual GPU card, but to simplify things, we only used one GPU to evaluate
GP individuals, the second card being used for the standard display.

A multi-GPU implementation has been tested by distributing the population on the two GPUs
of the GTX295 card. No drawback has been observed other than the need for the population size
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to be large enough to fully load the two GPUs, meaning that the speedup in terms of number of
GPU cards is linear.

The CPU code has been compiled with gecc 4.3.2 using the -O2 optimization option and run on
one core of the CPU only, so as to a compare the parallel GPGPU algorithm to a sequential one
on CPU. By not implementing a multi-core CPU GP, one still has the possibility to imagine that
in the best case scenario, a perfect multi-core CPU implementation would show a linear speedup,
with respect to the number of cores of the CPU.

7.4.2 Evaluation function

The evaluation function is applied to a symbolic regression problem. The population is randomly
generated, by using the grow, full, or ramped half and half initialization method described by Koza
in [10]. The evolutionary loop is not implemented for these tests, in order to avoid a bias in the
size or the shape of the trees selected by the evolution. Furthermore, the same trees are used for
both the CPU and the GPGPU algorithm.

Time for CPU
evaluation
Ui Trees
FEMEEN Evaluation
Generation . on CPU
Tree
Flattening
D |
Buffers Upload : gwn ﬁad
allocation e Trees Evaluation esults
Fitness memory
Fitness | > Casesto
Cases GPGPU .
Generation T Time for G‘PGPU
Evaluation

Figure 7.6: Global scheme for GP simulation and timing process.

Figure 7.6 presents the methodology used in these tests. Only the evaluation phase is timed
on the CPU side, while for the GPGPU this timing includes the transfer of the trees to the card,
the population evaluation and the transfer of the fitness values back to the CPU memory. The
algorithm includes an initial step, which involves the allocation of different buffers and the transfer
of training cases to the card memory. In a real algorithm, this step is performed only once at the
beginning of the algorithm. This is why it has not been included in the timing.

Evaluation time vs number of fitness cases

Figure 7.7 presents the evaluation time obtained with four different implementations, using a pop-
ulation of 60,000 individuals of depth 7 initialised with Koza’s full method [10]. The BlockGP32
implementation shows the evaluation on 32 training cases in parallel. BlockGP128 uses a larger
number of training cases, evaluating an individual on 128 training cases in parallel. Then, BMGP
makes the evaluation of several individuals (respectively 2 and 4) in a single interpreter, on 32
learning cases in parallel.

The single-individual implementation (BlockGP) implicitly evaluates four individuals per MP.
This brings the number of threads to 128 (respectively 512) for BlockGP32 (respectively BlockGP128).



7.4. EXPERIMENTS 79

0.35
BlockGP 32 —x—
BMGP 2 —%—
BMGP 4 —&—
0.3 |- BlockGP 128 —+— h
0.25 |- -
02 - i
O
Q
£
F ook .
041 -
0.05 |-
et
0 I I I
0 128 256 384 512

Fitness Cases

Figure 7.7: Evaluation time for depth 7 trees for different implementations with a sampling size of
8 fitness cases.

Multi-individual implementations also implicitly use 4 individuals, which brings the number of
threads to 256 (respectively 512) threads for BMGP2 (respectively BMGP/).

The curves are shaped like stairs, whose sizes are equal to the number of training cases computed
in parallel. The BlockGP128 implementation (corresponding to our modified version based on the
one described in [76, 77], a re-implementation of this algorithm being BlockGP32) is very effective,
but with steps that are 128 fitness cases wide. Our improvement (BMGP4) allows a finer granularity
with similar performance, i.e. with steps that are 32 fitness cases wide.

One can note that the amount of threads loaded on an MP has a real impact on the population
evaluation performance. Memory behaviour is improved, even if shared memory is no longer used
to store the interpreter stack.

Influence of tree depth on speedup

Using the same timing technique, Figure 7.8 shows a speedup trend with respect to the tree size
and to the number of training cases, for the BMGP/ algorithm. The learning function set used
here is {+, —, @, X, cos, sin} (where @ is the protected division and the population size is 4096).
Trees are created using the full method, although when using this learning function set the trees
are not guaranteed to be full. Indeed, the use of unary functions does not allow to predict the
number of nodes of a tree, only the depth of all leaves.

The curve shows that the size of trees has a marginal influence on the obtained speedup, but
the size of the training set seems to be more important in this test. Indeed, the surface reaches a
plateau above 32 training cases. Above this value, the evaluation function speedup increases only
a little, showing that the speedup of this implementation can be maximized with several learning
cases.

The plateau represents a speedup close to 250x, once scheduling sets are correctly loaded.
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Figure 7.8: Resulting speedup between GPGPU and CPU.

Influence of the function set

Learning function sets may have different computational intensities. Table 7.1 shows two learning
function sets where one (FS1) has a low intensity and the other contains heavy functions such as cos,
sin, log and exp (FS2). Figure 7.9 presents the speedup obtained with these two learning function
sets, and the use of Special Function Units (SFU) presented in Section 4.3.1. These experiments
use a population of 4096 7-deep individuals, initialized using the full method.

Function set 1 has a relatively low computational intensity, using only fast-to-compute op-
erators. The number of threads loaded per MP does not seem to influence the obtained speedup,
as BMGP2 and BMGP/ have substantially the same values. The better memory performance
accelerates only slightly this type of calculation.

Function Set 2 having a higher computational intensity, the speedup reaches the one presented
in the previous section. The curves show teeth shapes, which coincide with a line divided by the
staircase shape of the previous section. Indeed, the evaluation time on the processor is linear with
the number of training cases.

Teeth repeat every 32 cases; this is where the cores are all busy and warps do not contain any
useless threads. Also, this is the first point of the stairs in the previous figure. Depending on the
number of individuals per MP, the speedups range between 180 and 230x.

The last couple of curves (FS2 SFU) use the fast approximation operators, for functions like sin,
cos, log, exp. The acceleration is greater than the one obtained using the standard implementation
of these functions, but at the cost of lower accuracy. This behaviour can be a problem if the result
of a run is intended to be executed on computing units that have no comparable units. However,
if the obtained function is used on the GPGPU, the symbolic regression will work as expected, as
it will use the very same approximation as the one that was used to evolve the function.



7.4. EXPERIMENTS 81

F2 SFU BMGP4 —e—
300 |- F2 std BUGP4 —a— y
F2 SFU BMGP2

F2 std BMGP2 —x—
F1BMGP2 —+—
250 - F1BMGP4 —%—

200

Speedup factor

100 -

50 -

0 128 256

Fitness Cases

Figure 7.9: Resulting speedup for depth 7 trees on GPGPU against CPU for different function sets.
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Table 7.1: Two different learning function sets.

Influence of tree shapes on speedup

All the previous section experiments used the full construction method type. This method creates
trees whose sizes are on average comparable, even with the use of unary functions (like sin or exp).
It is an optimistic situation, because the evaluation of a set of 2 or 4 individuals on the same MP
(BMGP2 or BMGP/) ends at the same time for all individuals on average. In the case of a group
containing short and long individuals, an individual can complete its evaluation before the others,
leaving free scheduling slots and therefore degrading the memory behaviour.

In addition, the standard ramped half and half method introduced by Koza in [10] constructs
trees of different sizes, ranging between minimum and maximum depth, using respectively the full
and grow methods for each half of the population. The full method constructs trees of size ¢ using
only non-terminal nodes (of arity > 1) up to a level (¢ — 1), then uses terminal nodes (of arity = 0,
leaves) for the last level.

The grow method randomly selects the type of nodes in the complete set of operators (terminals
and nonterminals); at the last level, it requires the selection of nodes among the terminals. It is
therefore possible that a branch ends well before the end. Fortunately, Koza excludes extreme
possibilities by not allowing trees to be shallower than a predefined value, otherwise if the root
node came to be a terminal, the resulting tree would have a single node.

These different methods are used to introduce genetic diversity at the beginning of the run,
especially when they are used together (ramped half and half). As the evolution is taking place,
the sizes of the individuals tend to get homogeneous, but there is no evidence that the trees should
take a full shape.

The experiment presented in Figure 7.10 shows the speedups reached by the evaluation function
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Figure 7.10: Resulting speedup for depth 7 trees on GPGPU against CPU for different tree con-
struction methods.

on a 4096 individual population of a maximum depth of 7, using these two construction methods.
The speedups drop from 250 to 170 using grow rather than full, confirming the advantage to evaluate
similar sized individuals (at least in a matter of number of nodes).

Influence of population size

The population size is a factor which influences the performance. As we have seen, it is necessary
to load the card with enough threads to keep it busy. A larger population means a larger number
of blocks (scheduling sets), helping the cores load balancing. Using a multi-individual interpreter,
as in the case of BMGP, leads to a division of the number of blocks loaded onto the card, because
individuals now share blocks.

These effects are visible on Figure 7.11 where the BMGP2 and BMGP/4 implementations reach
their maximum speedup with a larger population than blockGP32 or blockGP128. However, if the
speedup stagnates with a smaller population, the overall speedup is more interesting for BMGP2
and BMGPj.

7.4.3 Experiments on the complete algorithm

The analysis of the evaluation function allows to observe the behaviour of the parallel part of the
algorithm. As it is the only part which is different from the sequential one, this analysis is important,
in order to characterize the changes introduced by the use of GPGPU for genetic programming.
Nevertheless, the study of the complete algorithm allows to take the final user point of view, for
whom the overall speedup is the one that matters.

Theoretical speedups

Amdahl’s law asserts that the speedup is limited by the sequential part of the algorithm. Indeed,
imagining an infinite number of processors executing the parallel part, the execution time of this
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Figure 7.11: Resulting speedup for depth 7 trees, function set FS2SFU and 32 fitness cases on
GPGPU against CPU wrt the population size for different implementations of GP evaluations.

part becomes nil. Finally, the only part that is left is the sequential part.

For our experiment, we use an algorithm whose fitness values do not depend on the individuals.
Fitness values are fixed regardless of the evaluation method, so the evolution follows a deterministic
path. This was introduced, as when using two different processors, CPU and GPGPU, executions
give slightly different results for the same evaluation (the same individual, on the same training
set). This makes the comparison between the two implementations difficult, because the differences
in evolution imply structural differences in the individuals, which results in differences in execution
time.

Using a fixed fitness value allows to remove the evaluation part. We simulate here an infinite
number of processors, and thus calculate the maximum speedup that our implementation can
obtain. These results are shown in Figure 7.12 for different population and training set sizes.

The maximum speedup is limited if the number of training cases is too small. This surface
is related to our implementation, thus it is not possible to extrapolate these results to Genetic
Programming in general.

Figure 7.13 presents the speedup obtained with the complete algorithm, including the multi-
individual evaluation function. The maximum obtained speedup (134) is smaller than the speedup
of the evaluation function only, and only a consequent increase in the number of training cases
allows to find comparable values.

Nevertheless, the population size seems to matter more than in the time spent in the evaluation
function only. Considering the population size used by Koza in his books (up to several million
individuals), it seems that this constraint is not a really important one.
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Figure 7.13: Speedup with respect to the population size and the number of fitness cases.

7.4.4 Example on a real world problem
Principle of an aircraft model

It is mathematically shown that in the real world, any dynamic system can be modeled through a
nonlinear state space representation [79].

This consists in a mathematical model of the physical system, defined as a set of inputs, outputs
and state variables related by first-order differential equations, such as:

{ () = f(t,x(t), u(t))

where x(t) is the state vector, u(t) the control vector and y(t) the output vector. The first equation
is the “state equation” and the second one is the “output equation.”

The internal state variables (the state vector) are the smallest possible subset of system variables
that can represent the entire state of the system at any given time. The minimum number of state
variables required to represent a given system, n, is usually equal to the order of the defining
differential equation of the system.

The control variables (the control vector) are the subset of variables which are used to drive the
system.
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If we consider the following state vector X: o7 =[xy x5 23 ... 2]
and the following control vector U: ul = [uy us uz ... U]
Then, the nonlinear state space representation is:

Aircraft nonlinear state space

In the aeronautical field, a nonlinear state space representation is often used to model aircrafts, in
order to create autopilots. Thanks to control engineering, the linearization of a system around its
equilibrium point allows to use all the useful tools provided by the science of automatics.

In this paper, we choose to model a small F3A airplane through its nonlinear state space
representation, which is often flown in radio-controlled aerobatic airplane competitions, to have the
capability to follow various trajectories, without major structural constraints.

The choice of the state vector is:

xT = [‘/a a367p7 q,T, CI17QQ7(]37Q47N7 E7 th}
where V is the airspeed, a the angle of attack, 8 the heeling angle, p the x-axis rotation rate, g the
y-axis rotation rate, r the z-axis rotation rate, qg1 g2 g3 g4 the attitude quaternions, N the latitude,
FE the longitude, h the altitude, T the real thrust.

The choice of the control vector is: u? = [T, . 6, J,]

where T, is the commanded throttle, J. the commanded elevators, §, the commanded ailerons, ¢,
the commanded rudders, as in figure 7.14.

Figure 7.14: State and control variables of an airplane.
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As described earlier, the nonlinear state space representation is: &(t) = f(¢, z(¢), u(t))

And more precisely:

g1 = fz(t,V(t),at),...,Tt), Tc(t),...,0.(t))
G2 = fa(t, V(t), a(t)v : 7T(t)a Tc(t)7 - 0,(t))
q3 = f9(ta V(t)’a t)? . ’T(t)7Tc(t)’ .,5T(t))
q4 = flo(t,V(t),oz(t), "T(t)vTc(t)v T r(t))

Considered functions

In this experiment, only the quaternion functions have been regressed using genetic programming.
The generic quaternion functions in the state space are:

= fr = 0.5(qup — q3q + qor)

fs = 0.5(g3p + g1 — 17)
Q3 fo = 0.5(—=q2p + q1q + qur)
4s = fir0 = 0.5(—q1p — q2q — q37)

Table 7.2: Parameters used to regress a part of the airplane model.

Population size 40 960
Number of generation 100
Function set +,-, %/
Terminal set x[1]...,x[17], ERC {0,1}
Learning set 51000 values

An artificial model (an F3A simulator) is used to generate a few minutes of flight. Flight
telemetry data is saved into a file, which will serve as a training set for genetic programming.

All the state variables [V, «, 8,p, 4,7, ¢1,42, 93,4, N, E, h, T] have been recorded, as well as the
control variables [T, d., 04, d,] and the time. The learning set contains 51,000 points, i.e. around 8
minutes of flight. Run parameters are summarized in table 7.2.

Figure 7.15 shows speedups obtained with our implementation, with the given parameters. In
this case, the serial part of the problem is negligible compared to the evaluation time. Given
this implementation, the maximum theoretical speedup ranges between more than 100 and 500.
Those maximal speedups are computed, as in the previous section 7.4.3, by removing the evaluation
function during a run, therefore simulating an infinite speedup for the evaluation function.

Because of the simple function set (that does not contain complex functions such as sine, cosine,
exponential, that are approximated by SFUs in a very efficient way), the speedup is lower than
that shown in section 7.4 for more complex function sets. In the current experiment, the terminal
set is larger (ERC, 17 variables), i.e. the GPU interpreter has to perform more memory accesses
than the one presented in the benchmark work, where only variables can be stored in the registers
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Figure 7.15: Speedup obtained on the airplane problem with EASEA tree-base GP implementation.

by the optimizer. These drawbacks as well as the evolutionary process can be blamed for the drop
in speedup.

Speedup factors still remain satisfactory given the size of the problem: a real run takes hours
of computation on CPU, but just several minutes on GPU. This is very important, because this
problem needs to regress 14 different functions.

Figure 7.16 shows an example of a trajectory obtained with the evolved model as well as the
trajectory resulting from the trained model.

Functions that have been evolved with the EASEA GP implementation have been used instead of
the real ones. It has to be noted that quaternion functions that have been evolved through symbolic
regression impact the plane trajectory in a very strong manner, meaning that errors in this part of
the model will have noticeable consequences. In this example, the difference in trajectories between
the reference model and the best trajectory obtained in generation 250 is so minimal that it is
not possible to distinguish between them. The best trajectories obtained by the best individual of
generation 1, 10, 20 and 50, show that wrong quaternion equations have a real influence on the
resulting trajectory.

Theses results were presented in conference papers, in Maitre et al. [80], which details the
parallelisation of the evaluation part, and in Ogier Maitre [81], where the whole algorithm has been
detailed. The complete work was part of the ones published in Maitre et al. [71].
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Figure 7.16: Simulated trajectories, from the original model and the evolved one.
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As detailed in section 6, the parallelization of the complete algorithm faces the problem of the
reduction function. This function uses a selection operator (tournament, roulette-wheel,...) without
replacement to select p individuals out of (4 A). Once an individual is selected to populate the
next generation, it must not be selected again, so that there are no clones in the new generation.

Of course the creation of clones still is possible in the individuals’ creation, if for instance, a
child is created without using the crossover operator and undergoes no subsequent mutation, but
this is controlled by the crossover probability.

If the possibility is given to the reduction operator to select the same individual several times,
then good individuals will likely appear many times in the new generation, if some selection pressure
is applied when selecting individuals to populate the new generation. This selection pressure is one
of the fundamentals of Darwinism.

Avoiding clones creation is easy to achieve in a sequential algorithm: select an individual from
the (parents+children) population, mowve it to the next generation population, repeat u times. It
can therefore not be selected again.

89
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This approach cannot be applied to the parallel case, as even if a selected individual is removed
from the (parents+children) set, it is not possible to guarantee that the same individual has not
been simultaneously selected by several different cores. Furthermore, because of selection pressure,
good individuals have a greater than normal probability to be selected. As the number of cores is
high on GPGPU chips, population reduction is problematic.

It is therefore necessary to design a new operator to this specific use, that should be able to
satisfy the following constraints:

e be massively parallel,
e avoid selecting identical individuals,

e behave as closely as possible to a standard selection operator, so that all the conclusions on
EA literature are still valid when this new operator is used.

We chose to mimic a tournament operator, described by algorithm 6, as it is the selection op-
erator that is used in (A + p)-ES and the most suitable for an easy parallelization. In algorithm 6,
the difference between a parent selector for reproduction (= selection with replacement) and a pop-
ulation reductor (= selection without replacement) appears on the last line of the algorithm. This
(and the possibility of selecting the same individuals several times in parallel) is what makes it im-
possible to parallelize a standard tournament (or any other standard selection without replacement
method, by the way).

Input: p: the size of the parent population, A\: the size of the children population,

I: A population of (u + A) individuals, t: the tournament size

Output: I': A population of p individuls

while size(I’) < p do
BestCompetitor := uniformly select an individual from I
for t times do
Current Competitor := uniformly select an individual from I
if CurrentCompetitor— fitness is better than BestCompetitor— fitness then

‘ BestCompetitor := CurrentCompetitor
end
I’.push( BestCompetitor )

// The line below is for a tournament without replacement:
I:= 1 - BestCompetitor

end

end
Algorithm 6: An implementation of a reduction method using Tournament Selection, with or
without replacement.

8.1 Tournament study

As mentioned before, the tournament operator has been chosen as a basis because it is widely
used in artificial evolution and above all, it has a low complexity, which is not dependent on the
population size (O(t), where t is the size of the tournament). Finally, this operator has been studied
in many papers [22, 82, 83].

However, the only studies found on tournament selection were for selecting parents in order to
produce offspring (breeders selection step), i.e. with replacement of the selected individual in the
original population, so that good individuals can breed several times. Intuitively, a selection oper-
ator would work differently when the selected individual is removed from the original population.
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It is therefore necessary to conduct a study, at least experimentally, on a tournament operator
without replacement for population reduction.

Starting with a thorough paper on selectors with replacement, [22], we decided to analyze this
operator by measuring the loss of diversity (LoD) of the operator, and its selection intensity (SI) .

8.1.1 Analysis of the population distribution

In this section, we will study a population before and after applying multiple selections. The
tournament algorithm used is presented in Algorithm 6. The population is simply a uniform set of
random fitness integer values. It is generated using a normal distribution centered on 0 and with a
standard deviation of 50 (G(0, 50)).

Tournament selection

Tnitial 2000 —— Boforo 20001000 ——
200051000 —=— Aler 200051000 ——
Initial 100 —x— | 6l ]
10051000 —<—

200 300

(a) T-tournament selection with replacement: (b) 7-tournament selection without replacement:
p =100, p = 2000, 100 — 1000, 2000 — 1000. © = 2000, 2000 — 1000.

Figure 8.1: Population distribution by fitness value for 1000 7-tournament selections “with” and
“without” replacement, from a population of 100 and 1000. (number of individual w.r.t. rounded
fitness values.)

Figure 8.1(a) shows two populations of 100 and 2000 individuals, before and after application
of a tournament selection operator. In order to get smooth curves, these values have been averaged
on 1000 runs.

The two initial populations are centered on 0. Out of these two initial populations, 1000 indi-
viduals are selected with replacement. The result is two curves with similar distributions, shifted
to the right, with more noise on the population that was created from the smaller population of
100 individuals. It is interesting to see that the same selection pressure (7-tournament) on two
populations of radically different sizes returns a population with a similar distribution.

The selection pressure “pushes” the population to the right, i.e. to higher fitness values. With
a 7-tournament, virtually no individuals with a fitness value under 0 are selected (virtually all
selected individuals are part of the better half of the initial population).

Figure 8.1(b) shows what happens in the case of a selection without replacement. The modi-
fication to the algorithm is very limited (removing the selected individual from the pool), but the
influence on the resulting distribution is very important. As it is impossible to select the same
individuals several times, there is no way to go beyond the right part of the original curve. The
distribution of the population has an area that is half that of the original distribution area. The
larger the tournament size (and therefore the selection pressure), the more the target distribution
is collapsed to the right. If the pressure is very high, this type of selection becomes similar to a
“truncation selection,” 4.e. only the best are selected.
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8.1.2 Reproduction rate

The reproduction rate gives, for a type of individuals, a multiplicative factor between the initial
and target distributions. It is defined in [22] as equation 8.1:

(/) if s 0
R(f)=4 ) = (8.1)
0 otherwise

where s(f) and s*(f) denote the fitness distribution before and after selection, i.e. the number of
individuals having fitness f.

Thus, this metric gives an idea of the cloning factor of an individual type in the target population.
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(a) 100 — 1000 and 2000 — 1000 7-tournament with (b) 2000 — 1000 7-tournament without selection.
replacement selection.

Figure 8.2: Mean fitness distribution and repredocution rate over 1000 experiments for with and
without replacement selection. (w.r.t. rounded fitness values.)

For a selection with replacement, there is a difference between the cloning factor of 100 — 1000
and 2000 — 1000 selections. When selecting 1000 individuals out of 100 it is necessary to clone
some individuals, but individuals below average show a very low reproduction rate. When selecting
1000 out of 2000 with replacement, cloning will happen, but to a lesser extent.

Finally with a tournament selection without replacement, cloning is impossible. Therefore, the
maximum selection of a fitness value for the next generation is one.

8.1.3 Selection intensity

Selection intensity is defined in [22] by equation 8.2 where M is the mean fitness of the population
before selection, M* the mean fitness of the population after selection and o the standard deviation
of the first population :

M*— M
[=— (8.2)
o
In the same paper, the authors also define a theoretical value for selection intensity based on
the size of the applied tournaments for a Gaussian distribution G(0,1). This value is found using
the following approximation:

Ir(t) ~ \/2in(t) — In(\/A14In(?)) (8.3)
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This formula gives an approximated value with less than 2.4% error for ¢ € [2,5] and an error of
less than 1% for ¢ > 5.

However, as usual, these values are only applicable to tournaments with replacement and nothing
is said about tournament without replacement.

Intuitively, a tournament without replacement has a lower selection intensity than a tournament
with replacement. Indeed, the tournament without replacement cannot create clones and as the
selection is biased towards good individuals, in the beginning of the process, selection with or
without tournament has the same probability of choosing the very good individuals. However, where
tournament with replacement keeps the same probability to pick up these very good individuals,
this probability decreases in tournament without replacement, because every time a good individual
has been chosen, it is removed from the pool of individuals out of which they are selected, so it is
not possible to pick good individuals several times.

This effect can be seen experimentally in Figure 8.3, which shows the selection intensity w.r.t.
to tournament size, from equation 8.3 and experimental curves for tournament selection with and
without replacement.
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Figure 8.3: Selection intensity for a tournament selector with and without replacement for 2000 —
1000 reduction. The theoretical curve (top curve) plots the equation found in Blickle and Thiele
[22]. Tt is superimposed with the experimental tournament with replacement curve.

The tournament with replacement experimental and theoretical curves are nearly identical. It
is interesting to see that where selection pressure keeps increasing in the tournament with selection,
it becomes nearly flat beyond tournament size 10 for tournaments without replacement.

8.1.4 Loss of diversity

In Blickle and Thiele [22], loss of diversity is described as “the proportion of individuals of a
population that are not selected during the selection phase.” This is detailed in equations 8.4
and 8.5. One can see this measurement as the number of individuals which disappear from the
population.
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Summing L(f) for every fitness f of the population gives the experimental loss of diversity,
noted D in Equation 8.5.

= { G ) <o) 84)

0 otherwise

Dr =Y (L(f)) (8.5)

fes

In [22], Blickle and Thiele give equation 8.6 to calculate the theoretical loss of diversity for the
tournament operator, w.r.t. the tournament size (¢). Motoki in [82] suggests equation 8.7, for a
better accuracy, as it takes into account the population size IV:

Dp(t) =t 71 — 71 (8.6)
N t_ (1. _ 1\t
Dr(t.N) =Y+ - m (5.7
k=1

Here again, both papers consider selection with replacement, which does not concern the reduc-
tion step, where the population is reduced from (p + A) individuals to p.
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Figure 8.4: Loss of Diversity for (100041000)-ES selection using tournament selection.

Figure 8.4 presents loss of diversity with respect to tournament size, observed on a population
of size 2000 reduced to 1000. The theoretical curves according to Blickle et al. and Motoki are
also represented. The error between our experimental values and those given by Motoki’s formula
ranges between 19% for ¢t = 2 and 1% for ¢t = 30 and the error falls rapidly to less than 3% for
t = 10. Our experimental data shows a higher error rate in the case of Blickle’s formula, starting
at 65% for t = 22, but is then less than 8% for ¢t = 10.

These curves were meant for a tournament with replacement. For a tournament without re-
placement, loss of diversity from 2000 individuals to 1000 individuals is obviously 0.5, whatever the
tournament size.
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8.1.5 Experimental measurements on tournament for reduction

We have seen that tournaments without replacement behave in a quite different way from tourna-
ments with replacement. One identified factor is the u/(u + A) ratio, and so we seek to further
observe the behaviour of tournament without replacement with different population sizes.

Figures 8.5(a) and 8.5(b) present these experiments on different initial and target population
sizes.
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(a) Loss of Diversity for Different Population Sizes (b) Selection Intensity for Different Population Sizes
(curves are superimposed three by three). (curves are superimposed three by three).

As previously, the u/(p + X\) ratio determines the loss of diversity, whatever the size of the
tournament. This ratio affects the selection intensity, even if it does not remain constant as in the
case of a loss of diversity.

This section was written to show that selection operators without replacement (that have not
been studied yet) behave quite differently from selection operators with replacement. Selection
operators without replacement would deserve a more thorough analysis which is out of the scope of
this PhD thesis. It is important to remember that they are highly influenced by the children/parents
population size ratio.

8.2 DISPAR-tournament

8.2.1 Principles

In this section, our main goal is to propose DISPAR-Tournament (Disjoint Set Parallel Tourna-
ment), a parallel selection operator without replacement, that could be executed efficiently on a
multi-core architecture for the reduction phase of a (1 + A)-ES algorithm, for instance.

DISPAR-Tournament is an operator which assigns a subset t = (u+ \)/T to T parallel threads,
where T is preferably greater than the number of physical cores ¢ of the system.

Each thread will have the task to preserve the k best individuals of ¢, with the constraint that
k <t (be aware however that if kK = ¢, no population reduction will be performed). Because these
tournaments will return more than one individual, they will be referred to as multi-tournaments in
the rest of this document.

By assigning T multi-tournaments to ¢ cores, the initial population is reduced to a target popu-
lation of size T X k without any clones and with no communication between the cores.

Morever, because each thread selects the k best individuals of all the ¢ subsets, DISPAR is also
elitist (the best individual will be preserved) still without any communication between the cores.

For memory access efficiency reasons, the t individuals affected to a thread T are contiguous in
memory. If the population were organized into two blocks (a children block and a parent block, for
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instance), all the first multi-tournaments would be performed between children only and the last
ones between parents only.

This could introduce some (desirable or not) biases in the selection of the next generation as for
instance, the p multi-tournaments made of parents only would select only parents, meaning that the
p X k parents selected would make it to the next generation, even if all individuals in the children
population were better than their parents. Another side-effect would be that both best individuals
of the children and parent population would be elected to be in the new generation, which again,
depending on the problems, might be desirable or not.

Even though such features could be useful for diversity preservation, for instance, we have not
investigated their effects yet, so we prefer to implement a behaviour that would be similar to what
anyone would expect from a standard (x+ A) — p tournament reduction operator.

To this effect, it is recommended that any implementation of DISPAR-tournament makes sure
that individuals are randomly distributed in the population without any parental relationship be-
tween neighbour individuals.
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Figure 8.5: DISPAR-Tournament principles.

Figure 8.5 illustrates this principle, where a population of size (u + A) is uniformly distributed
(between parents and children) and multi-tournaments are performed on (u + )/t threads with
t=4and k= 2.

DISPAR-Tournament works on different subsets, meaning that no individual can be selected
twice, by two different threads, as each one participates to only one tournament. The stochastic
aspect is implemented by the uniform distribution of the individuals in the population. The p and
A population sizes are constrained.

Note that selecting the k best individuals of all T multi-tournaments is not equivalent to selecting
the best k x T individuals of the whole population. As for standard tournament, it is possible that
all the worst individuals of the population appear in a single ¢ subset, in which case the k£ best of
the ¢ worst individuals will be selected.

8.2.2 Experiments with DISPAR

DISPAR is a reduction operator which is parallelizable on shared-memory parallel architectures.

Figure 8.6 presents experiments on selection intensity, calculated as above. DISPAR-Tournament
is not easily adaptable to any pressure for any population size. For instance, for p = 1000 and
A = 1000, it is not possible to obtain a p + A — p reduction with a 3-multi-tournament. Divid-
ing the 2000 individuals in sets of 3 individuals means roughly 666 multi-tournaments. If these
return the best of the three individuals, then, the new generation will only contain 666 individuals
(where 1000 would have been needed). If k is set to 2, the 666 multi-tournaments will return 1333
individuals rather than the 1000 that were needed.



8.3. DISPAR-TOURNAMENT ON GPGPU 97

T
Tournament WoR —+—
Parallel Tournament —<—
0.8 |- e e
T e L AN N R B e S ‘ R ——
A e e
P
2 P
S 06| |
2 X
£ /
c /
S /
8 /
E 0.4 - £ ,
(%]
0.2 - i
0 | | | | |
0 5 10 15 20 25 30

Tournament Size

Figure 8.6: Selection intensity for (1000,1000)-ES reduction, with standard tournament without
replacement and DISPAR-tournament. Tournament size is ¢ — 1 for tournament without re-
placement, but for DISPAR-tournament, the value of k is calculated depending on the number of
individuals that are needed for the next generation. Because 2000 individuals must be reduced to
1000, multi-tournament parameters chosen for DISPAR-tournament are respectively 2 — 1, 4 — 2,
6—3,8—=>4,10—5, ...

However, it is possible to obtain 1000 individuals with a 3-multi-tournament if 4 = 1000 and
A = 2000.

So population sizes and tournament sizes must be adapted in order to be able to implement
DISPAR-tournament on a parallel machine. However, as the selection intensity varies only slightly
above a certain threshold, these are not very hard constraints to match, as seen in Figure 8.6. The
only real discrepancy in selection intensity is for 2-tournament and 2-DISPAR-tournament.

Figure 8.7 shows the evolution of the mean fitness (on an average of 50 runs) of the population
on a “sphere” problem with a (10004-1000)-ES. This problem was chosen because it is a simple
convex problem, where selection intensity has a strong influence on results. In figure 8.7(a) one
can see that the stronger selection intensity implemented by the 2 — 1-DISPAR tournament over
a standard 2-tournament without replacement results in a faster convergence towards 0.

If a lower selection intensity were needed, it would be possible to simulate it using a stochastic
binary tournament method, where out of the two individuals, the best is returned with a probability
p <1l

Figure 8.7(b) presents the same experiment, but for a size 4 tournament without replacement
and a 4 — 2 DISPAR multi-tournament. One can see on Figure 8.6 that the selection intensities
are very similar for these two implementations. This is confirmed in Figure 8.7(b) where the two
curves are nearly superimposed.

8.3 Using DISPAR-tournament to implement a complete
EA on GPGPUs

With DISPAR, we now have a parallel operator suited to shared-memory parallel architectures that

is able to reduce a population. It is now possible to implement a complete evolutionary algorithm
on GPGPU.
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Figure 8.7: Mean fitness on the sphere problem.

We noted in the section presenting the parallel panmictic GA/ES from Chapter 6, that this
implementation is not efficient in the case of short evaluation functions, due to both the Amdahl
law and overhead due to CPU +— GPU memory transfers.

All these problems disappear if the complete algorithm runs on a GPGPU card. For maxi-
mum efficiency, such an implementation should use as many threads as possible (allowing the card
scheduling hardware to overcome memory latencies) and exploit coalescent memory accesses in
order to improve memory bandwidth.

Finally, the algorithm should be as comparable as possible with a standard sequential algorithm.
To this end, variation operators need to be as close as possible to what is used in the standard
version.

Figure 8.8 presents the main principles of an algorithm completely implemented on GPGPU.
The population is initialized by the GPGPU in its own memory space. It is composed of p + A
slots, where A is the number of children and p the number of parents.

To start with, parents and children slots are evenly distributed in memory, with one child every
p parents if there are fewer children than parents, or conversely, one parent every c¢ children if there
are more children than parents. A table stores the addresses of the children (this part is not shown
in the figure).

During initialization, only the parents slots are populated, instantiated and evaluated in parallel.

The CPU then launches in parallel all A threads running the algorithm. To each thread is asso-
ciated a free slot to receive a child. Each thread selects two parents, using a standard tournament,
with replacement, in the global population. Then, it executes a crossover on parents to create a
child and mutates it. This new individual will be stored into the open slot associated with the
current thread. Finally, each thread performs the evaluation of the produced child.

Then the required number of threads execute an instance of DISPAR-tournament on a popu-
lation subset. Because the population is divided into disjoint sets, fewer threads will be necessary
than were needed to create all the children.

The threads running the DISPAR tournament will assign the slots of individuals to be removed
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Figure 8.8: A schematic view of a full GPGPU DISPAR-EA.

from the population to all the A threads. The threads will use these slots to store the child they
will create.

The algorithm returns briefly to the CPU, in order to synchronize all threads. If the number
of generations reaches its limit, the population is transferred back to the CPU memory, and the
best individual is returned. Otherwise, the processor executes another generation similar to the
previous one.

The synchronization of all the threads in the GPGPU can only be done by terminating the
GPGPU program and then by waiting on the threads. Data stays in the GPGPU memory, so that
the code executed by the processor for synchronization is minimized.

The inclusion of children within the global population is intended to maintain its randomness.
Thus, there is no clear separation between these children and parents so as to avoid biases in the
DISPAR-tournament reduction phase.

8.4 Complete generational algorithm on a GPGPU card
In order to create the new generation, Generational Genetic Algorithms (GGA) simply replace all

the p parents with the newly created A children. In this paradigm, A is typically equal to u. No
reduction phase is required, and no clones can be created.
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Figure 8.9: A schematic view of a full GPGPU generational EA.

In addition, we shall see that GGAs have some implementation advantages in terms of pre-
dictability, which allows to use the wide memory bus of the GPGPU processor. Figure 8.9 presents
a GGA running completely on a GPGPU. Compared with the DISPAR-GPU algorithm presented
in the previous section (8.3), this algorithm does not implement any reduction phase at all.

In this variant, the GPGPU stores two different populations that are respectively the parents and
children population. Individuals are stored in order to group the same genes of different individuals
for a coalescent access, as shown in Figure 8.10. So when a group of neighbouring threads accesses
the same gene in neighbour individuals, it is possible to group memory accesses in accesses as wide
as the memory bus, without loading unnecessary data. During synchronization, the CPU exchanges
the addresses of these two buffers, the former parent buffer becomes the children population and
children become the parents of the current generation.

Ind, | Ind, Ind, | Ind, Ind, | Ind, Ind, | Ind,
Gy | Go G, | G, G, | G Gs | G3

Figure 8.10: Individuals organization for genGPU algorithm.
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Removing the reduction phase accelerates the execution of the algorithm. It also allows to
keep parents and children in two groups in memory (to the contrary of DISPAR-tournament where
parents and children needed to be interleaved). The parent selection step does not take advantage
of coalescent accesses, as it needs the fitness values of randomly selected individuals.

The child creation step does not benefit from this coalescent memory while using the parents,
as they were chosen in the previous phase. It is not possible (or even desirable) to predict which
parents will be selected. Nevertheless, accesses to the children are coalescent, as neighbour threads
create children which are neighbour in memory.

Mutation uses the produced child, and possibly a self-adaptive mutation rate. This data is
accessed in a coalescent manner as this function is acting on the output of the previous step.

Similarly, evaluation uses the child produced by the two previous functions, so the same be-
haviour occurs again.

In general, memory accesses targeting the parents are not coalescent. They cause high memory
latency and they load many pieces of useless data, which will probably be removed from the cache
memory before being useful.

All operations involving children can benefit from the bus width and then from the high memory
bandwidth offered by a GPGPU.

8.5 Experiments

The implementation using GPGPUs for the evaluation step presented in section 6 obtains mixed
results when the evaluation function is not heavy enough.

First, the computation time of the evaluation function is too short to justify the transfer of
individuals to the GPGPU memory. On the other hand, the overall time to evaluate the population
is too small to obtain some gain in the parallelization. Again, according to Amdahl’s law, if the
evaluation function takes a time equal to 1/N of the total algorithm, it is not possible to obtain a
speedup greater than N.

The two presented algorithms have the double advantage of avoiding the transfer between the
memory spaces of the individuals and the fitness values, but also to parallelize all phases of the
algorithm. Thus, the transfer time is of course no longer a problem, and similarly the parallel part
of the algorithm is almost the entire running time.

The following tests have been performed on a Linux 2.6.32, 10.04.2 Ubuntu with NVIDIA driver
260.19.26. The CPU used is an Intel ) Core™) CPU i7 950 clocked at 3.07GHz and the GPGPU
card is a GTX480. Only one core has been used for CPU implementations because, as was already
written, the idea is to compare a massively parallel algorithm to a standard sequential algorithm
as is usually found in the literature (and not a massively parallel algorithm to another parallel
algorithm).

8.5.1 Speedup

The Rosenbrock function (¢f. Figure 8.11) is a typical problem in which the use of a mixed
CPU/GPGPU approach brings many problems. Indeed, the Rosenbrock function (c¢f. equation
8.8) is so fast to compute that parallelization using the approach presented in section 6 brings a
slowdown rather than a speedup (c¢f. Figure 8.12(a) that shows speedups lower than one).

dim
R(z) = [(1—2:)* +100(zz41 — 27)7] (8.8)

i=1
Figure 8.12(b) shows the speedup obtained by the DISPAR-GPU algorithm on the same prob-
lem. Here, the speedup reaches values as high as 200x using a relatively large population and a
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Figure 8.11: Rosenbrock function.
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Figure 8.12: Speedup factor for Rosenbrock problem.
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small size problem (genome size 10, and 245.000 individuals). The speedup is still very interesting
for reasonable population sizes, for all problem sizes.

Then, according to what could be expected, the genGPU implementation (cf. Figure 8.12(b))
is faster than the previous two. Even the large size problems get results close to the best. The
speedup reaches 250x with this implementation, for the same population size as previously, on the
same problem.

Above these sizes, the speedups drop, for both implementations, probably because of conflicting
accesses to the MPs caches.
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Figure 8.13: Computing time distribution in presented algorithms (s).

8.5.2 Timing distribution analysis

We have seen that the speedup of the parallelization of the evaluation step only was limited by
the sequential part of the algorithm and that both complete-GPGPGU implementations show in-
teresting speedups even on very light problems such as Rosenbrock. Figures 8.13 and 8.14 show
the distribution of computing time between the different phases of the classical evolutionary algo-
rithm for different implementations, in seconds and percentage of the total computing time. The
problem used here is the determination of a minimal multidimensional Weierstrass function, using
a number of iterations of 10, i.e. a relatively lightweight evaluation function, although much more
computation intensive than Rosenbrock.

Figure 8.13 shows that compared to ezCPU, parallelization of the evaluation function by ezGPU
virtually suppresses evaluation time. Only the sequential parts of the algorithm remain. Because
in ezCPU, parallelizable evaluation time was about 60% of the total time, the obtained speedup is
finally of only about 3.

However, one sees that DISPAR-GPU and genGPU manage to parallelize all the steps of the
algorithm, virtually nullifying the total execution time in this example (respectively 0.05s and 0.03s,
i.e. speedups of x259 and x380).
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Figure 8.14: Computing time distribution in presented algorithms (% of execution time).
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Because it is very difficult to see on the graphs the time used by the respective parts of the
algorithm on the fully parallelized algorithms, Figure 8.14 shows all the parts of the algorithm in
percentage of the total time.

On this figure, one can see that ezGPU reduces to less than 5% the evaluation time of this
lightweight Weierstrass function (therefore increasing the relative percentage of the other parts of
the algorithm).

On DISPAR-GPU, evaluation percentage is lower than on the original ezCPU line, meaning
that parallelization of the evolution engine is not as efficient as the parallelization of the evaluation
function, even if it resulted in a x259 speedup.

However, on genGPU, it is very nice to see that the proportions of the different parts are
roughly identical to those of ezCPU, meaning that all parts of the algorithm have been equally well
parallelized (except for population reduction, that disappears in genGPU).
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Figure 8.15: Evolution of the best individual for the three GPGPU parallel algorithms (average on
20 runs).

8.5.3 Qualitative behaviour of the proposed parallel algorithms on the
Weierstrass function

Completely parallelized algorithms (compared to a parallelization of the evaluation function only)
provide advantages in terms of computation time, but also modify the general behaviour of the
algorithm because they impose algorithmic changes, related to the underlying hardware constraints.

Nevertheless, DISPAR-Tournament manages to roughly mimic a typical ES tournament reduc-
tion operator and GenGPU implements a classical generational algorithm. If the differences with
standard algorithms are only slight, this means that the published qualitative results obtained
with the standard algorithms should transfer to the GPU parallel implementation of these same
algorithms, but using only a fraction of the time of the sequential algorithm.

Figure 8.15 shows the evolution of the best individual over generations for the three considered
algorithms on the 10 dimension Weierstrass problem, using 10 iterations only, for a (1000,1000)
population with generational replacement for genGPU, 4-tournament for ezGPU, and a 4—2 multi-
DISPAR tournament for DISPAR-GPU.

Obviously, genGPU shows a widely different behaviour compared to the two others. The lack
of elitism sometimes creates a negative evolution of the best individual in the beginning of the run,



8.5. EXPERIMENTS 105

but then, a much better convergence towards good results than the two other algorithms. However,
towards the end, genGPU fails to find really good solutions, probably again due to the lack of
elitism.

ezGPU and DISPAR-GPU show a comparable evolution of the best individual fitness (the
difference in convergence rate coming from the fact that the two reduction operators are not exactly
qualitatively identical).
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Chapter 9

Modern version of EASEA
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The old EASEA platform developed by Pierre Collet presented in section 2 was chosen as a
medium for disseminating the algorithms elaborated in this PhD thesis. As such, a thorough
rewrite of this platform was therefore performed so that it could produce parallel code to exploit
GPGPU cards.

The effort required to porting the developed algorithms into this new EASEA platform so that
other researchers and scientists could use them in a transparent way on possibly already existing
.ez programs was an important part of this PhD thesis.

This new version includes many new features and removed some others that were considered
as obsolete. All these changes were directed by the wish to turn EASEA into an evolutionary
algorithm massive parallelization platform.

The version of EASEA developed for this PhD makes it possible to efficiently use massively
parallel machines equipped with one or several GPGPU cards for the execution of parallel EAs.

EASEA is used to receive all the new evolutionary algorithms developed by the students and
collaborators of the BFO team, hence the importance of the time spent in porting all developments
into the EASEA platform. As a result, the island model currently developed by another PhD
student (Frederic Kriiger) can immediately benefit from the parallelisation of EA algorithms on
GPGPU. This work (shortly described in section 9.3 as it extends the presented work) now allows
EASEA to exploit:

the different cores or processors of a single machine,
different GPGPU cards as different islands,

clusters of sequential machines,

clusters of multi-cores machines,

clusters of GPGPU machines.

Combining the island model to GPGPU parallelization has lead to the discovery of 50 possible
zeolite structures among which one corresponded to a real one (cf. section 10.3.2).
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9.1 Diffusion of research results using EASEA

Evolutionary algorithms are not new. They are around since the very beginning of Computer
Science with papers referring to an implementation of artificial evolution processes back in the late
1950’s. Since then, thousands of papers have been published on the topic.

Nowadays, many algorithms are developed, that are adapted to current hardware or that use
recent theory to better exploit knowledge and hardware developments to optimize more and more
difficult problems. However, most potential users of artificial evolution (i.e. applied researchers
from other disciplines) do not seem to be aware about them and keep implementing older EAs, as
described by Holland et al. in the 1970s. A reason may be that these early algorithms are simple
to understand (Simple GA) and therefore much simpler to implement than later developments such
as CMA-ES or distributed EAs with an island model even on a single processor architecture.

As a consequence of these awkward experimentations by potential users on really interesting
and challenging problems, EAs do not have a good reputation and are thought to behave poorly.

However, when new algorithms work well, they are immediately accepted by users, and NSGA-
IT [84] is a very good example. It is a modern algorithm, that is used outside the EA community
from which it originates and produces interesting results on real-world problems. This creates a
virtuous circle as many satisfied users will disseminate their satisfaction, by citing this algorithm
in their own publications. The availability of a public, documented and easily downloadable code
is probably a key point in this situation, as well as obviously the intrinsic quality of the algorithm.

This should certainly convince researchers to make their work available in a format that is as
easy to use as possible.

As this work tries to show, EAs can be very efficiently ported on very common GPGPU cards
(nearly all modern computers now have a graphics card), but an efficient implementation is very
difficult to achieve due to the complexity of programming these cards.

As a consequence, there is a major risk that the same happens here as with original GAs:
people trying to implement EAs on graphics cards will find it very difficult, and will very likely be
disappointed by the results, unless they spend several years to understand finely how these cards
work, as was the case in this PhD.

Many papers currently describe how to parallelize EAs on GPGPUs, but only very few authors
make their code freely available online and as the implementation can be tricky and complex, it is
very likely that applied scientists that are not expert programmers or who do not know how parallel
hardware works will not understand how to exploit the published code to solve their problems.

The EASEA platform aims at allowing applied scientists to use parallel evolutionary compu-
tation to solve their real-world problems. As the source code produced is human-readable, it can
also serve as a basis for other researchers to understand and exploit what has been developed in
this PhD as a deep reading of this thesis and related papers should make it possible for other
researchers to reproduce the presented results and implement the presented algorithms to optimise
their problems.

One of the outcomes of this effort to make available the developed algorithm into an open
platform is that a 389K Euro Emergence ANR project has been funded by the French ministry of
Research to develop an industrial grade version of EASEA to run on grids and clouds of computers
(EASEA-CLOUD project). Another outcome is that the EASEA platform starts to be recognized
as a massively parallel problem solver that is now participating in much larger research projects
applications for grants (RAPSODY 12M Euros Equipex project).

If the EASEA and future EASEA-CLOUD platforms are successful, they could participate in the
diffusion of evolutionary computation technique to solve very large inverse problems and serve to
optimise complex systems, for instance (this is one of the primary aims of the RAPSODY project).

All these considerations make it important to diffuse research on evolutionary algorithms through
a platform such as EASEA, that was an already existing project in our laboratory (the first publi-
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cation on EASEA dates back to 2000 [24]. It was therefore natural to use it for this purpose.

A good part of this thesis was spent in modernising, and re-orienting the platform towards the
creation of parallel code for GPGPUs, as all developed algorithms had to be implemented in this
framework. Some of these implementations had more impact on the global EASEA architecture
than others.

Last, but not least, diffusion of source codes allows for reproductibility of research. Using the
automatic adaptation mechanism included into the framework, a .ez file can be exchanged between
EA researchers even if they work on different hardware platforms.

9.2 Internal structure of EASEA

EASEA provides a unified view of evolutionary algorithms. In addition, it allows the use of GPGPU
cards for the parallelization of such algorithms. Finally, this software includes a code generation
layer, which allows to reduce the amount of code that the user should write in order to implement
his own EA.

These features are reflected in its structure, which is similar by many point to what it was
originally. Indeed, the parsing layer still exists, as well as the code generation one. This part has
remained very similar, especially for backward compatibility with previous users’ code. Yet, both
parts have been adapted to new needs, particularly to the generation of GPGPU code.

The library part has undergone significant changes. The original EASEA (before 2008), pro-
duced code for two external libraries, Galib (a C++ Library of Genetic Algorithm, presented in Wall
[85]) and EO (Evolving Object, introduced more recently in Keijzer et al. [86]). The use of these
libraries in EASEA was abandoned, thanks to the development of an internal library: LIBEASEA.

Some of these changes were carried out to help software maintenance. The development of new
modules also needed simplifications. The use of one single library serves this purpose.

Nevertheless, the underlying principles of this program have remained the same. The generated
code is still C++ and human-readable and writable. However, since a lot of the code has been
outsourced into the library, the generated code is smaller. The library is distributed with the
project, it remains editable and searchable. Internal documentation is becoming available in the
library code. This means that new EASEA supports .ez source files from older versions (example
file such as onemax.ez and listsort.ez are virtually unchanged since years 2000).

The following sections detail the different components of EASEA | highlighting the changes and
upgrades that have been applied to it in the course of this thesis.

9.2.1 Code generator and templates

As stated in the previous section, the code generation has remained close to what it was before the
beginning of this thesis. This workflow allows the generation of code to support the old user files,
developed for older versions of EASEA.

The main changes to code generation have been applied to support GPGPUs, that impose some
additional constraints for writing the code of a user .ez file targeted at GPGPU parallelization.
The burden of parallelizing the EA on the GPGPU card is left to EASEA and its code generation
part. The code of the evaluation function is modified to use the global population that is exported
by EASEA to the GPGPU card.

The new version of EASEA generates an evaluator GPGPU program for the population. This
evaluator is written into a CUDA .cu file which can be compiled by nvee (NVidia C Compiler),
to generate a .ptz file containing the code transformed in a portable assembly code, file that will
loaded on the card.
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These operations are guided, as in the original version of EASEA, by a human-written template
file (.tpl). This file contains tags that indicate the actions to be run by the generator.

Different actions are possible: the first action is to choose an output file, then the code generator
copies the contents of the .#pl file to the output file, until the appearance of a new tag, which allows
for example to jump in the user’s specification file .ez, whence problem specific parts are sourced.
According to the tag, the text copied can be processed and modified on-the-fly, before being written
to the output file.

The main output file contains the code of the individual. This individual is an implementation
of the abstract individual that ibEASEA manipulates. The concrete individual can be created with
the help of the description file of the user, which determines the specifics of an individual designed
to solve the problem under consideration.

Two other files are generated, one contains the other elements specific to the user’s algorithm
(settings). These parameters include those present in the former version of EASEA, but some new
have appeared, such as those for setting up the distributed EA island model. The last file contains
the user’s main function, which is reduced to the essential part, but is still present to allow a
customized launch. For example it is possible to build an EA produced by EASEA into another
program.

The original EASEA had three main template files, two of them for the C++ libraries (EO and
Galib), and one for generating Java code designed for the European DREAM (Distributed Resource
Evolutionary Algorithm Machine). Because this project is not supported anymore, its template has
been abandoned, as well as templates for the other two libraries. The modern version supports only
its internal library, but uses yet more template files. Each one of them is related to an EA variant
(for CPU, GPGPU, for different types GA/ES, for CMA-ES, for memetic and genetic programming
algorithms). Some template files are also developed through external collaborations, as for example
a template file for Differential Evolution and Parallel Differential Evolution (developed with Prof.
Jaroslaw Arabas of Warsaw University), a template for the Predator-Prey paradigm (developped
with Prof. Jim Smith of the University of West of England). In the latest beta version, the two
templates describing CPU and GPGPU algorithms have been merged into a single one, meaning
that the choice of the architecture is made at compile time and does not add any overhead at
runtime.

This merge was carried out with several goals. First is to have only one template, which allows
for an easier maintenance and future extension of EASEA, as EASEA will soon need to support
GRID computing and Cloud parallelization (the EASEA-CLOUD project will start in April 2011).
In the other hand, Evolutionary algorithms produced for CPU or GPGPU are now created out of
an identical code. The algorithms produced are similar in all aspects, except for the evaluation
phase, which is realised using a master-slave model on GPGPU. This last point is interesting as it
allows to better compare between the two implementations.

The produced code is identical for CPU or GPGPU. A makefile is automatically generated. If
the EZ_GPGPU environment variable is set to 1, make will automatically generate files with parallel
CUDA code, and compile them with nwvce.

Code generation automatically generates code from the user’s specifications for some problem-
specific functions of the algorithm. In particular, analysis of the genome allows the creation of
serialization functions, as the genome declaration is fully parsed and analyzed. Thus, the functions
for the transfer of individuals between islands will be automatically created, as well as functions to
dump the whole population and reload it later on for future restarts.

Following this same model, it is possible to generate default crossover and mutation functions,
if the user has not provided any of them (the CMA-ES template even ignores whatever crossover or
mutation functions that are present in the .ez file, and forces a CMA-ES mutation). These variation
operators use the default functions defined in the LibEASEA.
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9.2.2 LibEASEA

The new version of EASEA therefore uses an internal library, abandoning the use of the external
libraries. It is distributed with the EASEA software and is statically compiled with the produced
executable.

LibEASEA uses a highly customizable evolutionary loop. shown in Figure 9.1.

Parents Population

Evaluation initialization
Stopping
criterion

Replacement]
Parents +
Children

i Variation op.
Children |
{ Evaluation ";(Mutatlon and
L Crossover)

Gen. " Selection of
n parents

Figure 9.1: Overview of the complete LibEASEA internal loop.

During evolution, this loop allows to call 5 different functions written by the user. Each of these
functions is related to a section in the EASEA specification file, where the user can manipulate the
genetic algorithm, for example by changing its parameters.

The latest version of ibEASEA allows the instantiation of an evolutionary algorithm by extend-
ing the abstract individual manipulated by the algorithm. This step is allowed by the moderate
use of C++ templates, especially for the evolutionary algorithm. Writing a main function is also
needed, which allows the implementation of a standalone EA or one which is included within a
broader application. Finally, a parameter file must be provided to describe the specificity of the
user implementation.

The ibEASEA manages a set of GPGPUs for the population evaluation. This management is
introduced in another C++ template, which generates a concrete class at compile time. GPGPU
card management class allows to automate the management of the GPGPU cards, the load distri-
bution of the binary evaluation of the population individuals on the GPGPUs, as well as the to and
fro migration of the population between CPU and GPU memory (two-way for the implementation
of memetic algorithms).

In addition, the library implements a multi-threaded loop, for sending the population, launching
the evaluation on the GPU cards and retrieval of results (see Figure 9.2).
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Figure 9.2: Recall from Figure 3.3 in section 3.3.1: evaluation in master-slave model.

9.3 Island Model

This short section describes very briefly the island model implemented by Frederic Kriiger (and
Pascal Comte) on top of the new EASEA platform that was used to obtain the results presented
in section 10.3.2. It allows to couple n machines in a scalable way to get them to work on a single
problem and was published in Kriiger et al. [43].

We saw in section 3.4 that many studies illustrate the principles and uses of distributed evo-
lutionary algorithm. However, only the 2003 DREAM version of EASEA did implement such
functionalities (the aim of the Distributed Resource Evolutionary Algorithm Machine [26] was to
run a distributed evolutionary algorithm on many (up to 100 000) machines on the internet) but
this functionality was not integrated back into the 2003 C++ version of EASEA. The island algo-
rithm possesses the great advantage that it is a loosely coupled model. This feature allows to scale
a run on a large number of possibly geographically distant computing nodes, connected over the
internet.

Using one or several GPGPUs for the evaluation of the local population, it makes it possible
to mix a distributed EA and a master-slave model to create a system which allows the automatic
generation of individual migration functions while being portable to several architectures (Windows,
Mac, Linux, with or without GPU cards) in order to create clusters of heterogeneous machines, or
multiple clusters of homogeneous or heterogeneous machines.

The loosely coupled communication allows an implementation based on asynchronous commu-
nication methods using UDP (User Datagram Protocol) rather than TCP. This protocol does not
provide service guarantees, so it is possible for packets (= migrated individuals) to get lost, dam-
aged or duplicated, but the beauty of a stochastic algorithm like EA is that it is totally robust to
these kind of random inputs.

The asynchrony allows independence of the various islands. The failure of a node does not
stop the overall algorithm and the difference in execution speed between several nodes does not
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penalize the performance of the fastest. Also the lack of synchronization, (an expensive feature on
distributed architectures), improves the scaling ability and accelerates the execution of the global
algorithm.
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Figure 9.3: Speedup factor achieved with dEA on weierstrass benchmark.

Using this particular implementation, it is possible to obtain supra-linear speedup compared to
a panmictic implementation [87]. In order to evaluate the EASEA implementation of distributed
EAs, the weierstrass benchmark function is tested on clusters of 1, 5, 10 and 20 GPGPU machines.

A goal-fitness speedup measure is used, by comparing the needed time for each configuration
to attain particular values (1100, 1000, down to 400) of a 1000 dimensions and 120 iterations
Weierstrass benchmark with an Holder coefficient set to 0.35. The implementations use respectively
81920, 16384, 8192 and 4096 individuals, for 1, 5,10 and 20 nodes so that all in all the global number
of individuals is identical for each configuration.

Figure 9.3 shows the relative speedups w.r.t. the goal fitness, knowing that each node use a
GTX275 (including the reference one), that already show an approximate speedup of 150 compared
to the CPU implementation, as shown in Figure 11.2.

On this figure, it is interesting to note that until the problem gets really difficult for panmictic
populations of 81920 individuals around value 500, the obtained speedup is roughly linear with the
number of machines. Then, beyond 500, speedup rises until value 430, which is the lowest common
value found over 20 single machine runs.

This value is reached slightly above 80x faster for 20 machines, slightly above 40x faster for
10 machines, and slightly above 20x for 5 machines. When a supra-linear speedup is observed, the
linear speedup between the n machines of the three different island models is respected.
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EA applications
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This chapter contains sections referring to published papers on different problems on which I
worked to gain experience on EAs and get a feeling on how to use them to solve real-world problems.

10.1 Data-driven multi-objective analysis of manganese leach-
ing from low grade sources using genetic algorithms,
genetic programming, and other allied strategies

10.1.1 Presentation of the problem

This work uses different nature-inspired strategies to come up with a manganese leaching model
from low grade sources. The used algorithms are neural networks and genetic programming. For
both paradigms, a commercial solution and tailored algorithms are compared, in order to produce
data-driven models that are subsequently subjected to bi-objective Pareto optimization algorithms,
which means that four regression algorithms are used to construct models from data:

EVO_NN is a multi-objective evolutionary algorithm that evolves a neural network topology and
internal weights, by optimizing two conflicting objectives, that are the RMSE (Root Mean
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Square Error) and the complexity of the network. This software is presented in Pettersson
et al. [88]:
MD_ANN is a neural network module implemented into the modeFrontierT™software suite.
ECJ_GP is an home-made genetic programming algorithm implemented with ecj library [89].
MD _GP is a genetic programming module implemented into the modeFrontier™software suite.

All the nature-inspired algorithms optimise RMSE between a set of documented experiments,
where different parameters are strictly controlled. These parameters are: the initial concentration
of reactants, (acid and glucose or lactose or sucrose) temperature of leaching and particle size as
presented in Pettersson et al. [90].

Then multi-objective algorithms try, using the data-driven model as an evaluation function,
to maximize the percentage of manganese recovery while minimizing quantity of acid needed in
the leaching process. Several optimizing multi-objective optimization (MOO) algorithms are used,
that are NSGA-II (Non-dominated Sorting Genetic Algorithm-II, [84]), MOGA-II (Multi-Objective
Genetic Algorithm-II [91]), MOPSO (multiple objective particle swarm optimization, [92]) and
PPGA (Predator-Prey Genetic Algorithm, [88]).
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Figure 10.1: Efficacy of carbonate leaching models using various strategies.

They are used in various combinations with the models obtained by the data-driven model
algorithms such as :

MD_GP_NSGA2 Genetic programming with NSGAII MOO modules in modeFrontier ™.
MD_GP_MOGAZ2 Genetic programming with MOGAII MOO modules in modeFrontier™.
MD_GP_MOPSO Genetic programming with particule swarm multi-objective optimization.
MD_ANN_NSGA2 Neural Network with NSGAII MOO modules in modeFrontier™.
MD_ANN_MOGAZ2 Neural Network with MOGAII MOO modules in modeFrontier™.
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MD_ANN_MOPSO Neural Network with with particule swarm multi-objective optimization.
ECJ_GP_NSGA2 Genetic programming using ecj and NSGAII MOO algorithm.
ECJ_GP_MOGA2 Genetic programming using ecj and MOGAII MOO algorithm.
ECJ_GP_MOPSO Genetic programming using ecj and MOPSO MOO algorithm.
ECJ_GP_PPGA Genetic programming using ecj and PPGA MOO algorithm.
EVONN_PPGA EVO_NN and MOO PPGA.

10.1.2 Results

Using these different algorithms, the resulting models presented in Figure 10.1 have been found,
for carbonate related data. The ascending curves present recovery of manganese w.r.t time, one
complete experiment after another (one tooth corresponds to one experiment). Vertical lines simply
connect the last experiment to the next.

5min 15 min 20 min 60 min
MD_GP_NSGA2 Good Good Good Good
MD_GP_MOGA2 Good Good Good Good
MD_GP_MOPSO Sparse Sparse Sparse Sparse
MD_ANN_NSGA2 Good Good Good Good
MD_ANN_MOGA2 Sparse Sparse Sparse Sparse
MD_ANN_MOPSO Sparse Sparse Good Good
ECJ_GP_NSGA2 Good  Good Good Good
ECJ_.GP_MOGA2 Good Good Good Good
ECJ_GP_MOPSO Poor Poor Poor Poor
ECJ_GP_PPGA Poor Poor Poor Poor
EVONN_PPGA Poor Poor  Sparse Sparse

Table 10.1: Gradation of various strategies on the basis of density and spread of carbonate leaching
Pareto-frontiers

The two ModeFrontier™ modules (neural network and GP) obtain the best and the worst
results in RMSE. The first probably shows signs of overfitting, while the latter underfits the data.
Finally, the two other strategies remain between these two extremes.

Using the model that produced the data in Figure 10.1, several multi-objective optimization
algorithms have been applied. Figure 10.2(a) shows the Pareto-frontiers for carbonate 60 minutes
leaching time. In his PhD thesis, Biswas [93] presents the results for the other leaching times.
Finally Table 10.1 helps to analyse these results, classified as “Good” “Sparse” or “Poor.”

Several interesting combinations of modelling algorithms and multi-objective optimizing algo-
rithms exhibit good performances, as for exemple ECJ_GP with NSGAII or Predator-Prey algo-
rithm Genetic Algorithm.

Using a Fonseca ranking [94], the results from “Good” algorithms are mixed together into ul-
timate Pareto frontiers, in Figure 10.2(b). The relative contribution of each algorithm to these
frontiers are depicted as barcharts, in the same Figure. For this particular leaching, most contribu-
tions come from ECJ_GP and EVO_NN. Indeed, this genetic programming algorithm shows a good
spread, while EVO_NN brings the majority of the points.

These results are published in Biswas et al. [78], as well as leaching with other additional
reactant, as glucose, lactose and sucrose.
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Figure 10.2: Pareto-frontiers for carbonate leaching.



10.2. PROPOSITIONALISATION USING EA 119

10.2 Propositionalisation as complex aggregates thanks to
an evolutionary algorithm

10.2.1 Introduction

A relational database describes data in the form of several tables. Three such examples are
molecules, customers and trains. A database of molecules can have a main table describing the
molecules, annex tables for the atoms, and bonds between the atoms. A database of customers
can have a main table describing the customers, and annex tables for products to purchase. A
database of trains can have a main table describing trains and an annex table for cars. Relational
data-mining looks for properties of individuals, such as the properties of molecules or customers.
Traditional attribute-value data-mining uses only informations from the main table. The specific
difficulty of relational data-mining is to use some information from the other tables that have a one
to many relationship with the main table [95]. These properties take the form of aggregates such
as the average customer purchases, the number of nitrogen atoms, or the existence of a single bond
with a fluorine atom.

Search techniques for relational data come primarily from inductive logic programming (ILP).
By nature, they generate properties in the form of existential aggregates as “the customer has
bought at least one such article” more often than cardinalities such as “the number of times the
customer has purchased this article.” Approaches that generate only cardinalities generally consider
only one condition, such as “the number of times the customer bought a specific kind of wine.”
We are trying to learn complex aggregates, in other words, the cardinality of a conjunction of
conditions, such as “the number of times the customer bought the wine at over 50 euros.”

The only work we know on such a generation of complex aggregates suggests an order of aggre-
gate functions [96], but the conjunctions of conditions which apply these functions are generated
exhaustively. A high number of conditions severely limits the use of this approach.

We propose to use an evolutionary algorithm to explore the space of conjunctions of conditions.
The quality of a set of aggregates is evaluated by the accuracy of a model extracted by a fast
attribute-value learning algorithm as J48.

In this work, we consider a relational database table reduced to a principal and an annex table,
with one one-to-many relationship. Indeed, the problem of combinatorial explosion is already
happening with a single table. In addition, this configuration is common. This is the case between
a dimension and a fact table in a star schema data warehouse. Many relational data mining test
cases can be reduced to this configuration, such as financial data set in PKDD 1999, when a loan
is associated with transactions in the account, or the set of data on atherosclerosis of PKDD 2004,
when a patient undergoes several examinations. It is also the case of real data that we test. The
cases of chained one-to-many associations are rare, and will not be considered here.

We use as an example the database shown in Figure 10.3 and the concept expressed by the sql
query in Figure 10.4, indicating that a train is positive, if its power is less than 800 and if it pulls
at least two cars, the weight is greater than or equal to 400 and having a length less than or equal
to 1600.

A simple aggregate builds a feature based on a single column of an annex table, e.g. “the
number of times the customer purchased wine,” or “the minimal price of a bottle of wine purchased
by the customer.” A complex aggregate involves several columns of a subsidiary table.

10.2.2 Problem presentation

Most classical data mining algorithms do not support relational data. They are usually designed
to deal with the attributes of an entry, but cannot use the fact that a relational attribute contains
multiple values.
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o carid : int
trainid : int
label : varchar
power : double

weight : int
length : int
trainid : int

Figure 10.3: An example of a relational model.

select train id from train where power < 800 and train id in
(select train id from car where weight>=400 and length<=1600
group by train id having count (*)>=2)

Figure 10.4: Example of concept based on complex aggregates.

There are several ways to bypass this problem, one of which is to use aggregations. The aggrega-
tion can summarize all the values of a relational attribute into a single value. Figure 10.5 presents
the use of the average function to aggregate the attributes of the relationship between train and
car.

Aggregated this way, relational data can be processed by a standard data-mining algorithm.
Many aggregation operators can be used together or not.

However, the usefulness of an aggregation operator depends strongly on the problem being
processed.

Here, we would like to learn clauses such as: “the city block where the number of buildings the
area of which is above 100 and elongation of less than 80 is greater than 5.” This clause contains an
aggregate function that is the enumeration of the number of buildings that satisfy a combination
of conditions.

For all these reasons, we wish to describe aggregates with a more complex language. It must
be able to perform aggregations, which are a count of the number of objects of the one-to-many
relationship from a conjunction of belonging to an interval, as shown in Figure 10.6.

The feature being generated represents the number of objects belonging to the relationship in
question, whose attributes fall into the set of genome intervals. By combining several features
generated this way, we hope to help a data-mining algorithm type C4.5 to label the data with more
accuracy.

10.2.3 Evolutionary Algorithm description

The features generated can be represented by a set of 2 X n real numbers. A pair of numbers
represents an interval on the attribute of the concerned appendix table.

An individual therefore contains 2nm real numbers, where n is the number of sub-attributes
of the appendix table and m the number of attributes that must be generated. We call a set of
2n numbers: a meta-gene, which represents one of the generated features. The genome is also
composed of 2nm boolean values that allow to deactivate a gene. This corresponds to using a oo
(resp. —oo) value for the upper bound (resp. lower).

The evaluation of such an individual is done using the genome and the two tables belonging to
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trainid : 0
label : West
power : 1000

trainid : 0

label : West
power : 1000
m_weight : 120
m_length : 20

carid : 0 carid : 1 carid : 2
weight : 200 weight : 100 weight : 60
length : 10 length : 20 length : 30
trainid : 0 trainid : 0 trainid : 0

Figure 10.5: An example of aggregation using mean as aggregation operation

trainid : O
label : West

power : 1000 trainid : 0
> label : West
power : 1000

-inf<weight<300 &

carid : 0 carid : 1 carid : 2 15<length< 40 : 2
weight : 200 weight : 100 weight : 60

length : 10 length : 20 length : 30 90<weight<110 &
trainid : 0 trainid : O trainid : 0 15<length<22:1

J

Figure 10.6: An example of aggregation using our language.

the relationship. The evaluation function generates a temporary table containing the attributes of
the main table and the m features representing the aggregates from the genome. A C4.5 classifier
[97] (its java implementation J48) is applied in cross-validation on the generated table. Finally, the
fitness value of the individual is the sum of all the errors on the k test sets of the cross-validation.

The genes are initialized by drawing randomly, with a uniform distribution, values from the
corresponding columns in the dataset. Those values are more likely to make sense than an arbitrary
value drawn between the minimal and the maximal values, and automatically reflect the distribution
of values of each attribute in the dataset. The selected thresholds must satisfy the constraint L; < U;
in a given number of trials, otherwise one of the thresholds is disabled to make the interval valid.

The variation step uses a uniform crossover operator, that does not respect the structure of
the genome, because the feature order is not important, as features represent same kind of object.
We used a Gaussian mutation, which allows to increase fitness by gradually shifting a bound of
an interval. After the mutation, the value is adjusted on an existing value in the database, with a
similar technique that is used during the initialization.
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Up| . | UplfL1]| - | Ln Uyl - | UollL1] - [ Lp
Eyi| - |EunfEL1] - [ELn Eui| - [EunfELa] - [ELn
Meta-gene 1 Meta-gesne m

Figure 10.7: Example of a genome of m meta-genes.

Probability of copying a whole meta-gene 0.2
Probability of copying a gene 0.2
Probability of mutating a gene 0.5
Probability of disabling a threshold 0.1
Number of meta-genes per genome (m) 5
Number of folds for cross-validation (k) 5
Kind of elitism weak
Elitism 1 individual
Replacement stategy ES+
Replacement and selection tournament operator | Tournaments

Table 10.2: General parameters of the evolutionary algorithm.

Finally, the parameters of our algorithm are summarized in table 10.2.

The ECJ library [89] was used here, which simplified the development of an initial prototype.
This library is coded in Java, it has been possible to use a part of the Weka software to create and
evaluate the decision trees [98]. The Weka implementation of J48 is here regarded as a standard
one. In addition, it is thread-safe and allows, in contrast with Quinlan’s implementation [97], to
use all the cores of a modern desktop machine.

10.2.4 Experiments
Artificial dataset

In order to validate the evolutionary algorithm, we use an artificial problem. For this purpose, a
table with the structure shown in Figure 10.3 has been randomly generated and labelled by the
same pattern as presented earlier in the SQL command 10.4.

The database contains approximately 5000 cars and 1000 trains, 300 of them have a positive
label. The evaluation is done using a cross-validation in 5 folds and the overall algorithm uses a
cross-validation in 10 folds.

Figure 10.8 presents the evolution of the best population individual for each of the 10 folds of
the cross-validation, on an average of 10 runs using different initialization seeds. The algorithm
converges to the optimal solution between the 6th and the 12th generation, whatever being the
initialization and the fold partition.

Figure 10.9 shows an example of a decision tree that has been generated by J48 using a table
produced by our evolutionary algorithm. Omne of these nodes uses the feature generated by an
evolved meta-gene. The tree matches completely the concept being learned, proving that the
algorithm is able to learn this type of clause.

Including the average size of the trees produced by C4.5 in the evaluation function leads to
simpler solutions, hopefully increasing the generality of the solutions. However both objectives
(reducing the size of the tree and reducing the number of errors) are contradictory in many situa-
tions, and defining a weighted sum of those objectives is therefore difficult. It has been possible on
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Figure 10.9: Example of decision tree learned as a solution of the concept of figure 10.4.

this artificial dataset to tune the weighting and to significantly increase the number of times the
target concept was learned, because the size of the target concept is known. But in the case of real
problems, the size and structure of the target concept are not known, which makes difficult to tune
the weighting. Therefore, results presented in this article do not take the size of trees into account,
for the real dataset as well as for the artificial dataset.

Table 10.3 shows the results of our algorithm, compared to Relaggs and a cardinalisation algo-
rithm. Relaggs is based on the aggregation of the attributes of a relation, by the functions: average,
max, min and sum.

Cardinalisation is a technique that allows a kind of data aggregation: for a given attribute,
cardinalisation cuts its known definition interval in a given number of upper bounds. For each
interval, it gives the number of items that are below this upper bound for all computed thresholds.

As expected, complex aggregates allow to learn a better model than previous approaches, cf.
table 10.3. Moreover, those aggregates allow to model the original target exactly. The expressivity
of the other approaches is less fitted to this kind of hypotheses, thus they are forced to combine
more conditions to get accurate but larger models.
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Relaggs | Cardinalisation | Cplx. Aggr.
Accuracy 96.8% 92.2% 99.6%
Number of nodes in the decision tree 31 7 5

Table 10.3: Results on the artificial dataset.

Urban Block ] Building

idblock : int
density : numeric 1 n
elongation : numeric
convexity : numeric
area : numeric

class : varchar

- J

idbuild : int
elongation : numeric
convexity : numeric
area : numeric
idblock : int

Figure 10.10: The relational model of our geographic databases.

Geographical datasets

In this section we consider several geographical tables. These tables describe urban blocks with
domain related attributes (building density, elongation, convexity, area) and a label among six
classes (individual houses, housing blocks, mixed housing, specialized high density area, specialized
low density area, and mixed area). Each city block is related to a set of building, also described
by their geometric properties (elongation, convexity and area). Figure 10.10 shows the schematic
of this relational database. The three areas used in these tests share this diagram, but describe
different geographic areas.

In these tests, we also use 10 folds for the cross-validation as before and compare with the
Relaggs and the cardinalisation algorithm.

Relaggs | Cardinalisation | Cplx. Aggr.
Zonel | 93.2% 91.9% 91.5%
Zone2 | 93.1% 93.1% 94.5%
Zone3 | 91.0% 94.3% 91.7%

Table 10.4: Accuracy on the geographical datasets.

Here, the results are less encouraging than for the test on artificial data. No language bias does
show a clear advantage over the others. In addition, the algorithms show signs of over-fitting, with
very high precision scores. Our technique provides all in all a new and complementary technique
of propositionalisation.

10.2.5 Conclusion

We presented a propositionalisation technique that can generate complex aggregates, despite the
combinatorial number of those complex aggregates, thanks to an evolutionary algorithm optimizing
the accuracy of an attribute-value learner. Its efficiency has been checked on an artificial dataset,
showing that our approach allows to learn more expressive, therefore smaller and more accurate
models than other existing techniques, still using a reasonable amount of time and memory. The
comparison on real datasets shows that our approach indeed offers a different expressivity than
existing techniques, and gets a better accuracy on some problem. Thus it complements the diversity
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of the available propositionalisation techniques.

Two contradictory objectives (reducing the size and the number of errors) were identified. The
use of a multi-objective optimization algorithm such as [99, 100] is a perspective for future work in
order to balance both objectives in order to get more accurate and more comprehensible models.
Another perspective is to replace the sequence of m meta-genes by a Parisian Approach [101]. Some
meta-genes would be gathered during the evaluation to be used as the input of C4.5. Then, each
meta-gene would get its own mark, proportional to its selection in the decision trees built by C4.5
during the cross-validation. Moreover, other metrics such as F-measure could be considered to
evaluate an individual, and other classification algorithms than C4.5, e.g. a naive Bayesian learner
could be used.

This work does not use GPGPU. The evaluation of an individual includes the construction of a
temporary table and the execution of a C4.5 algorithm on it.

Two cases were considered for the parallelization of this algorithm on GPGPU, neither of them
seeming feasible or interesting in terms of performance. For this problem, using a master-slave
parallelization, as described in Section 6 would required a large amount of memory to allow the
evaluation of a large number of individuals in parallel, mainly because the evaluation needs to create
a temporary table for each individual. However, an evaluation is relatively heavy and it could be
parallelised. But the algorithm that creates decision trees does not really seem parallelisable on a
SIMD architecture.

Finally, the use of a parallelised algorithm on a multi-core processors (4 cores), and Java, was
preferred for its ease of implantation.

10.3 Zeolite structure optimisation

10.3.1 Problem description

In materials science, knowledge of the structure at an atomistic/molecular level is required for any
advanced understanding of its performance, due to the intrinsic link between the structure of a
material and its useful properties. It is therefore essential that methods to study structures be
developed.

Rietveld refinement techniques [102] can be used to extract structural details from an X-Ray
powder Diffraction (XRD) pattern [103, 104, 105], provided an approximate structure is known.
However, if a structural model is not available, its determination from powder diffraction data is a
non-trivial problem. The structural information contained in the diffracted intensities is obscured
by systematic or accidental overlap of reflections in the powder pattern.

As a consequence, the application of structure determination techniques which are very suc-
cessful for single crystal data (primarily direct methods) is, in general, limited to simple structures
(¢f. fig.10.11). Here, we focus on inherently complex structures of a special type of crystalline
materials whose periodic structure is a 4-connected 3 dimensional net such as alumino-silicates,
silico-alumino-phosphates (SAPO), alumino-phosphates (AIPO), etc... These materials are micro-
porous materials, whose structure allows to sort molecules based on a size exclusion process due
to the presence of channels (fig. 10.11-c) and cages (fig. 10.11-b), as shown in fig. 10.11 for the
framework called LTA [106]. The picture only shows a finite part of the structure as crystals are
3D periodic, i.e. the unit cell in white, (fig. 10.11-left), is repeated by simple translation in all the
dimensions, (fig. 10.11-f) containing 27, e.g. 3*3*3, unit cells.

The determination of such kinds of structures is still very much dominated by model building.
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Figure 10.11: LTA crystal framework: a) the white cube is the unit cell, b) cages are represented
in green, ¢) 3D channels are in blue, d) split of the structure LTA in building units, e) piece of LTA
structure, and f) crystal structure with 27 unit cells.

10.3.2 EAs for zeolite structure optimization

The fitness function used for evaluation is based on the connectivity of atoms. As such materials
are characterized by networks of corner-sharing TO4, with T a given tetra-coordinated element
such as Si, Al, P but also Ge, a potential structure must fulfill this structural constraint. The
genetic algorithm is employed in order to find “correct” locations, e.g. from a connectivity point
of view, of the T atoms. As the distance T-T for bonded atoms, lies in a fixed range [dmin-dmax],
the connectivity of each new configurations of T atoms can be evaluated. The fitness function
corresponds to the number of defects in the structure, and Fitness=f1+f2 is defined as follows:

1. All T atoms should be linked to 4 and only 4 neighbouring T, so:

f1=Abs(4-Number_of _Neighbours), and
2. no T should be too close, e.g. T-T<dmin, so:

f2=Number_of_Too_Close_T_Atoms.

This very terse fitness function is used to quickly find candidates which are then submitted to
a second optimization/evaluation algorithm.

10.3.3 Speedup on zeolite problem

The evaluation contains a step where the genotypic representation is transformed into a pheno-
typique one, that can be evaluated. Indeed, a structure should be constructed using only the unit
cell, being contained into the individual’s genome. After the structure is constructed, the evalu-
ation function can be applied. These two phases are implemented on GPGPU, by including the
phenotype generation into the evaluation function.

These preliminary results using evolutionary algorithms on GPGPU to solve a real problem still
exhibit an interesting speedup. Using EASEA, it was possible to reach a ~ 60x speedup using a
the GTX260 NVIDIA card. This is particularly interesting, because the evaluation does not show
a complex algorithm.

Furtheremore, as the problem being optimised is a difficult one, it can directly benefit from
optimising a big population during a large number of generations. It is altough a real problem,
where the fitness landscape is not known, as it is for Weierstrass toy problem, being used previously.
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Figure 10.12: Left: evaluation times for increasing population sizes on host CPU (top) and host
CPU + GTX260 (bottom). Right: CPU 4+ GTX260 total time.

10.3.4 The zeolite search continues

Futher works were conducted after these preliminary results in our team. Using EASEA to im-
plement prototype and libeasea to implement optimised algorithms, the authors applied EAs with
different strategies to optimise the crystalline structure in Baumes et al. [87, 107], Kriiger et al.
[108]. Using the island model implemented into EASEA, a 40 hours run on 20 machines with x120
speedup allowed to find 50 matching structures (¢f. 10.13). One of the contained structure was
the real zeolite. This work using EASEA is well described in the Supplied Online Materials of a
Science paper [109]. It is interesting that the obtained speedups show that this 40 hours run would
have taken more than 11 years to complete on a single machine, if the machine did not get stuck
in a local optimum before getting there.
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Figure 10.13: 40 hours run on a cluster of 20 GPGPU machines (equivalent to more than 11 years
on one machine) that allowed to find 50 possible structures among which the correct structure was
present.
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11.1 Porting evolutionary algorithms on massively many-
core architectures

11.1.1 Genetic algorithm and Evolution strategies

The master-slave model is a simple model of parallelization, that uses the parallel architecture only
during the population evaluation phase. In this sense, it is the only true parallel implementation of
evolutionary algorithms, as understood in high performance computing, where the algorithm works
the same way whether it is executed on one core, with the sequential algorithm, or on many cores
using the parallel version. This model is therefore different from the island model (dEA) or the
fine-grained parallel cellular EAs (cEA). Indeed, if both retain the overall principle of the sequential
algorithm, they modify it to match a given hardware architecture.

As a proof, changing the number of nodes and/or the topology in a cEA or dEA modifies
the final result. Similarly, it is possible to obtain a speedup by running these alternative models
on a sequential architecture, which would make no sense if they were identical to the sequential
algorithm.

As said above, the master-slave parallel implementation yields an algorithm whose performances
are identical to the sequential one: when using the same parameters, the algorithm returns the same
results, whether it is run on one or multiple cores. However, we have seen that in order to get the
most of a GPGPU card, it is important to use a population size that allows to use efficiently all
the cores of the card. As a result, it may be necessary to use a much larger population size when
using a GPGPU card than when using a CPU.

129
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Because most algorithms have been designed to run on CPUs, they are optimized to run on
population sizes ranging from 100 to 1000 individuals, where optimizing the load of a GPGPU card
may require to use two to three orders of magnitude more individuals.

As a consequence, what may be a very efficient algorithm on a CPU may become very inefficient
when run on a GPGPU card. NSGA-II, for instance, uses a ranking algorithm that sequentially
calculates an exact Pareto front, whose complexity is in O(mn?) where m is the number of objectives
and n is the population size. If the population size is between 100 and 1000, ranking only takes
a fraction of a second on a CPU and is what makes NSGA-II efficient. If 100 000 individuals are
used (the kind of population size that is needed to fully exploit GPGPU cards), sequential ranking
takes 19 hours, not counting individuals evaluation.

Conversely, one can imagine that some algorithms will work optimally with few individuals only
(this is the case of CMA-ES, for instance). With such an algorithm, what benefit is there to use a
GPGPU card if it cannot benefit from very large population sizes ?

However, the GPGPU implementation of a master-slave model can be really interesting as
could be seen with the examples of sections 6.4 and 10.3. In standard master-slave models, (Cantu-
Paz [38], for instance), the evaluation function must be complex enough to justify the additional
processing required by the parallelization, because any increase in population size or number of
cores will induce additional overhead (mainly due to the transfer of the subpopulations to the
computing nodes).

Master cammme ————Cammm O —

GPUl ———c > >
@ Evolutionary Engine @ Memory Latency
O Memory Transfer (© Sub-Population Evaluation

(a)
Master @D - @D 508>
GPU1l — i o>

GPU 2 S

@ Evolutionary Engine @ Memory Latency
(O Memory Transfer (© Sub-Population Evaluation

(b)

Figure 11.1: Master-slave model using either one (a) or two (b) GPGPUs. Total transfer time
remains constant but memory latency increase w.r.t to the number of cards.

On GPGPUs (that were not available when this study was made), things are different: once the
initial overhead of transferring the population on the GPGPU is absorbed, using an additional core
is done at no extra-cost until the GPGPU is completely saturated. On a GPGPU card, because
the transfer time between CPU and GPU is so fast, evaluating a population of 10 000 individuals
may only take an epsilon more time than evaluating 30 individuals.

Then, once a GPGPU card is saturated, a second one can be used for an additional overhead
cost, but this will only consist in memory latency because the transfer time is proportional to the



11.1. PORTING EA ON MANY-CORE ARCHITECTURES 131

size of the population, as shown in Figure 11.1(a) and 11.1(b).
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Figure 11.2: GPU-CPU speedup on a 240 cores GTX275 vs Xeon 5500 2.57Ghz Core i7 CPU on
Weierstrass function depending on population size.

Thus, there is a large granularity in the number of cores to be used, which is the number of
cores in one GPGPU processor (between 16 and 512 cores, multiplied by the number of threads
that is necessary to load on each core so as to benefit from maximum scheduling efficiency). Using
a population size smaller than this grain (around 16 000 individuals on a 512 cores chip) does not
make much sense, as can be seen in Figure 11.2 which was obtained on a GTX275 card with 240
cores. A parallel can be drawn between the classical model and the one used with GPGPUs: a
node is similar to a card and its memory, while the processor is related to a core. So there is no
longer an equality between the number of nodes in the system and the number of processors. This
applies to all multi-processor systems, but has more influence with GPGPGUs, as a chip embeds
more computing cores.

11.1.2 Population size adaptation

We have seen in previous sections that the use of GPGPUs, especially in the GA/ES, requires to
adapt the population size in order to benefit from a maximum speedup compared to the reference
sequential algorithm. Population size used for a given hardware is relatively straightforward to
calculate. Indeed, it is necessary to use all the cores of a card. But also, in order to take advantage
of the scheduling mechanism, it is necessary to fill all the scheduling pools. All in all, the number of
individuals must be at least equal to the number of cores X the size of their scheduling pool (hence
the near-maximum speedup observed for 8192 individuals on a 240 cores GTX275 in Figure 11.2).

However, for many problems solved by EAs, there is an optimal population size beyond which
efficiency will drop, when it is calculated based on the number of evaluations vs quality of the
results. This population size is still difficult to calculate for any algorithm and any problem, as it
is highly dependent on the fitness landscape and internal operators of the evolutionary algorithm.

A too small size could lead to a premature convergence, since exploration could be too low.
Local maxima become very attractive and individuals are drawn up to them. From the hardware
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Figure 11.3: Implantation of a mixed dEA/MS onto one GPGPU

point of view, too few individuals results in an suboptimal use of the cores and/or of the memory
bandwidth.

A larger population will of course increase diversity within the population which will result in
a relative reduction in selection pressure. As the effective pressure is lower, exploitation of good
spots is also lower, as well as the efficiency of the algorithm.

Effectiveness can be characterized in two ways. One compares the result of the algorithm based
on the number of evaluations. This is particularly the orientation of the CEC contest [110].

However this type of constraint does not take into account the temporal aspect. We saw in sec-
tion 6.4, that a GPGPU can perform the evaluation of a population of several thousand individuals
at the same time-price than one.

This means that it is necessary to develop a new metric that is not based on the number of
evaluations in order to rate the quality of massively parallel stochastic optimization paradigms such
as massively parallel EAs.

Furthermore, new algorithms must be coined in order to maximize efficiency on massively par-
allel systems.

11.1.3 Distributed EAs on GPGPUs

Using of GPGPUs in the context of island models is possible along several principles: One or more
GPGPU cards can be used as evaluation devices, by implementing a master-slave model on an
island, this island being connected to others who themselves use one or several GPGPUs. This is
a GPGPU implementation of a mixed dEA /Master-Slave model of parallelization.

However, because of the large population size used on GPGPU, several local islands could have
their evaluation phases executed on the same GPGPU. The islands would then run synchronously
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and their subpopulations could be gathered in a global population before being evaluated by one
or several GPGPUs, the results being distributed to respective islands after the evaluation. This
type of implementation would be able to use more conventional population sizes because it would
be possible to implement several islands on a single GPGPU processor, as well as using the several
cores present on modern CPUs.

As (except in GP, of course) the evaluation time of an individual is generally not related to the
content of an individual, using a mostly synchronous evaluation step should not induce performance
problems at this level. This implementation would allow a mixed dEA/master-slave on a single
GPGPU. This type of implementation would work on an architecture organized as in Figure 11.3.

Moreover, such an implementation could allow to install a low cost and highly complex meshed
network, taking advantage of the high speeds communication network available between the GPGPU
cards and the central processors. Many configurations could be tested as well, without the need to
have access to a cluster-type machine. Without taking into account the necessary synchronization
between the various islands, such an implementation could reach the same kind of speedup as the
master-slave model using GPGPU.

EASEA already allows to use one or several GPGPU as a slave in a mixed dEA /Master-Slave
configuration. Thus, in an island, population evaluation is executed in parallel on one or several
GPGPUs. In a similar way, an island can be composed of a single GPGPU and if the machine
contains several of them, each GPGPU can be assigned to an island. It is therefore possible to im-
plement several islands on the same machine, with individual migration using the same mechanism
as the standard model, by exploiting the network loopback as communication layer.

The DISPAR-GPU implementation and GenGPU can completely parallelize an evolutionary
algorithm on a GPGPU card. However, scaling to more cards is more complicated than for the
master-slave model. Using an island model on top of these algorithms, would allow to take advantage
of such a hardware.

In all cases, these algorithms introduce differences with the standard one, making it difficult to
compare these algorithms, and especially to quantify the gain provided by a particular algorithm
implementation over another.

11.1.4 Asynchronous evolutionary algorithms on GPGPUs

In Golub and Budin [39], Golub et al. [40], Golub and Jakobovic [41], the authors present an asyn-
chronous evolutionary algorithm, that is adapted to multi-core architectures. It uses the facilities
provided by the shared memory between the cores, which allows to remove synchronisations from
the code.

This algorithm could be ported on a GPGPU card, even if some adaptation are expected to
be useful. Indeed, the number of cores of Golub’s implementation is a quite smaller than what
is available on GPGPU chips. Some functionalities of GPGPUs could be exploited by such an
algorithm, as the SIMD behaviour of SPs inside an MP. The probabilistic model should probably
be adapted to this last behaviour. Furthermore, the memory structuration should be taken into
account, in order to offer good access speed to the algorithm.

A mixed model, where evaluation of each individual is executed by the threads of a warp, in an
SIMD manner, when the warps are each executing an asyncrhonous genetic programming algorithm.
A SIMD genetic programming implementation could reduce the number of parallel asynchronous
algorithms while allowing to use a gretter population size. Both parameters, i.e. the number of
parallel algorithm and the population size being included in the probability calculation of wasting
computations, these modification could help to port such a model of evolutionary algorithm on a
GPGPU.

An asynchronus parallel algorithm could take into account many features of GPGPU cards,
that could lead to greater execution speed, compared to current synchronous implementations.
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However, as for DISPAR-GPU and GEN-GPU, the resulting algorithms models will be different
from standard sequential algorithms. It would be necessary to conduct important studies in order
to deeply understand the behaviour of these new algorithms.

11.2 Some metrics to compare parallel evolutionary algo-
rithm implementations

11.2.1 Metric for GA/ES on GPGPU and CPU algorithms

We have seen that the comparison between different types of evolutionary algorithms is not trivial.
Even though their general principle remains the same, their exact behaviour is different for various
reasons (performance, adaptation to hardware, parallelization ...).

Even the master-slave model which is an exact parallelization of a sequential algorithm and
therefore should be completely comparable, loses this property as soon as the settings are adapted
to some external constraints such as population sizes larger than 10 000 individuals.

However, it would be interesting to compare these implementations between them, for instance
on a given problem, in order to determine the more adapted implementation to solve it. HPC
scientists use a metric for comparing sequential and parallel implementations, in terms of time
saving. This metric is the speedup and is calculated by Ts/T),, where Ty is the time of the sequential
version of the algorithm and Tj, is the time to execute the parallel implementation. For an exact
parallel implementation of an algorithm, this metric allows to know the time factor saved when
using a parallel machine. With such a speedup value, it is possible to determine the efficiency
of the parallelization, by Speedup/n where n is the number of processors used by the parallel
algorithm. However, this metric can not be used to compare two different algorithms. Indeed, even
an algorithm that scales well could in fact perform perform poorly compared to another one that
would not scale as well, but that would be much more efficient. It would then be still necessary to
compare the sequential versions, in order to draw any conclusions from the efficiency measurement.

A suitable metric would be interesting because for instance, when reading the available literature,
it is difficult to get a clear idea of the real performance of the presented algorithms. Indeed,
performance is highly dependent on the implementation (type of operators, sequential part of
the algorithm, executed and interpreted programs ...), but also on the hardware used for the
experiments. It is therefore very difficult to compare two parallel implementations, without re-
coding them and running them on the same hardware. But this poses the problem of reproducibility
of a published algorithm: how can one know that the implementation of an algorithm presented in
a paper is as efficient as the one done by the author, as it is impossible to thoroughly describe a
complex algorithm ? These problems are real, as only few implementations are publicly available.

In this sense, the EASEA platform brings a real advantage, as it can be recompiled on many
different systems. It would then be possible to evaluate the performance of a published .ez algorithm
on local hardware.

In Alba [111], the author faces the same kind of problems and defines a taxonomy for speedup
in order to measure EA’s relative performances. Among this taxonomy, it is possible to cite the
main categories, which are strong and weak speedups.

e Strong speedup refers to a comparison with the best-so-far algorithm known to solve the
current problem. The author cites the difficulties to find this best algorithm. On parallel
implementations, the difficulty is even more important, because the problems used in order to
evaluate the implementations are simply benchmarks that do not reflect the problems found
in real-world.
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e Weak speedup compares a parallel implementation with its sequential counterpart. All the
speedups used in this document are based on this principle. Even it the comparison between
master-slave algorithms and their sequential counterparts is made easier because of the com-
parable aspect of their workflow, this is not the case when it is necessary to implement a
different paradigm to match the underlying hardware.

Still, two metrics can be found for this type of comparison. It is possible to define a qualitative
speedup by choosing a fitness threshold (this is what is done in section 9.3. For each algorithm to be
compared, one measures the time required for the best individual to reach a particular threshold.
The ratio between the time thus obtained by each algorithm can be considered as a qualitative
speedup. This speedup is referred to as “Weak speedup with solution-stop” in Alba [111].

This metric is particularly useful to measure the performance of dEAs, which are clearly not
comparable with any sequential algorithms, and for which there are multiple different possible con-
figurations (number of islands, subpopulation size, topology and migration frequency...). However,
it is necessary to adjust the threshold to a significant value, or to use several thresholds. If a single
threshold is too easy to reach, all algorithms will succeed in a short time. The “best” performance
of the algorithms may be underestimated. On the contrary, if the threshold is too difficult, the
most basic algorithms will never reach it. Then, the speedup value of the algorithm is unknown
or infinite, which gives no information about the quality of the algorithm compared to the others.
Another point is that the fitness of the best individual often progresses step-by-step, thus the mea-
sured time is usually an overestimation of the real time. Finally, this metric is dependent on the
fitness landscape, and a statistically reliable test set must be defined.

The second metric takes fitness into account. For this metric, a time threshold is given, and
when the time is up, the fitness values obtained by the best individuals of each algorithm are
compared. As with the previous metric, it is necessary to set a parameter and again a wrong
setting causes an over or under approximation of the algorithms’ performance. The measure is
also strongly dependent on the fitness landscape of the problem being considered. In addition, this
metric does not provide any informations on the speedup of an algorithm and it is not possible to
determine the effectiveness of a parallelization.

It is also possible to use an evaluations/s unit to measure the effectiveness of a parallelization.
Indeed, a poor parallelization tends to let the computing nodes be more idle and observed evalua-
tions/s drops down, compared to the theoretical peak performance of the machine. However, this
measure is highly dependent on the equipment. It is more a quantitative measure, which gives the
ratio of the hardware which is used by the algorithm and not the qualitative efficiency of the entire
system, problem-wise.

11.2.2 Metric for Genetic Programming

Usually, genetic programming algorithms use heavy evaluation functions. They are therefore well
suited to use of a master-slave model as the first level of parallelization.

Comparability with sequential models are then possible. In addition, compared to previous
algorithms, GP generally use very large populations and as the GPGPU implementation presented
in chapter 7 implies several levels of parallelization, more parallel tasks have to be performed during
the evaluation. This allows to compare a sequential implementation and a GPGPU implementa-
tion with the same parameters, without artificially overloading the sequential implementation or
underloading the GPGPU hardware.

It is still notable that calculations made on single precision GPGPU cores do not offer the same
precision as an z86 processor, precision being further degraded when using approximated SFUs.
As the evaluation step consists of a large number of operations (for an individual, it is the number
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of nodes multiplied by the number of training cases), the errors can accumulate and evolution can
takes a different path, depending on the architecture of the processor performing the evaluation.

Nevertheless, it is possible to compare the evaluation time for two GP implementations: as
the master-slave GPGPU and CPU implementations are comparable, it is possible to calculate a
speedup as for a conventional parallelization application. However, as is described in section 7.4,
different sets of initial parameters can lead to different behaviour. The tree type should be carefully
chosen, as the shape of the trees can affect the speed of the evaluation phase. The different criteria
involved are: the depth of the trees, their balance and their similarity. Trees of the same size
improve load balancing and similar trees can improve the performance of an SIMD system, as for
example, the size of the learning function set influences the performance of the implementation in
Langdon and Banzhaf [75].

Therefore, the test conditions have tremendous influence on the results obtained by different
implementations. It is essential to characterize them completely, especially because only few of
these implementations are publicly available.

What is timed must also be defined rigorously. Indeed, comparing the phases of evaluation only
is not necessarily representative of the performance of the entire system. The use of an external
computing facility for population evaluation (i.e. a GPGPU card) requires the addition of trans-
lation and transfer phases that could or could not be excluded from the time computation. Both
solutions are possible, but for a fair comparison, this needs to be described clearly. Furthermore, a
fair comparison should include transfer time, as this is a mandatory phase, in order to compare a
master-slave algorithm to its sequential counterpart.

The comparison can also be performed on the complete algorithm. This approach provides a
more global perspective, closer to what the final user is expecting. Indeed, for such a user, the
speedup is above all a means of obtaining a result faster or a means to achieve better results. But
this approach fails to take all the various parameters mentioned above into account, as for example
the shape of the fitness landscape, that will influence the shape of the trees in a manner that may
adversely affect the performance of a particular implementation.

Finally, the testing method used in section 7.4 takes into account the sequential part of the
algorithm. This means that the results are less impressive in terms of speedup, because only one
part of the algorithm is accelerated by the use of the master-slave parallelization model. The
distribution of computing time between the evolutionary engine and population evaluation is a key
point in the final result.

As before, it is necessary to note that the use of speedup as a metric, compares the two im-
plementations but also different underlying hardware. This means that the measure is strongly
dependent on the performance ratio between the two computation devices.

In Langdon [112], the author used the speed of evaluation in nodes per second. This metric is
comparable and can calculate the evaluation speedup of two implementation. It has the advantage of
not being a ratio between two implementation and avoids the authors have to implement a method
for performing a comparison. It is also focused on the user’s point of view, as it is necessary to take
into account the architecture of the machine which is running the algorithm.

As for the use of GPGPU in genetic programming, we are currently seeking the most effective
evaluation method, the latter metric centered on evaluation speed seeming particularly appropriate.

Finally, the use of the metrics presented in the previous section 11.2.1 is also possible. The same
limitations and areas of application remain true.
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The work carried out in this PhD thesis makes it possible to efficiently run evolutionary algo-
rithms on one or several GPGPU cards. Several algorithms have been implemented:

e a master-slave massively parallel evolutionary algorithm for genetic algorithms or evolution
strategies,

a master-slave massively parallel genetic programming algorithm,

a Disjoint Set PARallel (DISPAR) tournament that implements a parallel selector without
replacement for population reduction,

e a complete ES algorithm that runs on a GPU (DISPAR-GPU),
e a complete generational genetic algorithm that runs on a GPU.

The obtained speedup (between 100x and 400x) compared with an identical (or comparable)
sequential algorithm means that problems that were not tractable on standard PCs are now within
reach.

However, these speedups are only accessible by drastically increasing population sizes. Where
most EAs have been designed to run with 100 to 1000 individuals, massive parallelism requires at
least 10 000 invididuals to load a single card, and if 4 are installed in the same machine, computing
power would be wasted if less than 40 000 individuals were used. These numbers are valid in 2011,
but because Moore’s law seems to continue to apply, it will be necessary to double them every other
year, meaning that it will be necessary to design evolutionary algorithms that will soon need to
evolve millions of individuals in parallel.

Fortunately, John Koza has already explored these numbers with the Genetic Programming
paradigm, showing that he could routinely obtain human-competitive results with such population
sizes.

Another nice feature of parallel EAs is that they allow to efficiently use parallel machines on
sequential inverse problems, as rather than needing to parallelize the evaluation of one individual,
they run thousands of sequential evaluations in parallel.

However, efficiently using GPGPUs remains a challenge, as porting an algorithm directly on such
architectures is conditioned by many constraints, as these computing devices are very different from
a standard processor (even a multi-core one). Programming techniques are different and are unlikely
to be within reach of applied scientists such as chemists or physicists.

Indeed, programming complexity makes it is very unlikely to be able reproduce the algorithms
described in many published papers on GPGPUs.

In an effort to allow non expert programmers to use the elaborated algorithms, a good part
of this PhD was spent in adding the developed algorithms into the EASEA platform that is now
capable of automatically parallelizing an EA or GP on one or several GPGPU cards.

This means that a same .ez source file can be compiled for CPU, ezGPU (the master-slave EA
and GP algorithms), DISPAR-GPU (a complete EA / ES algorithm on GPU) or genGPU (a com-
plete generational Genetic Algorithm on GPU), which allows to compare the different algorithms.

An island model has been added to the EASEA platform by another PhD student, allowing to
obtain linear and supra-linear speedups when several machines are used, allowing to obtain within
a couple of hours some results that should normally have needed years of computation if they had
been run on a single non-GPU machine. On a complex problem in chemistry, a cluster of 20 GPU
machines running EASEA found 50 zeolite structures among which the good one was found. As a
result, the EASEA platform was described in the Supporting Online Material of a Science paper
[109].

Finally, a 389k EURO ANR Emergence grant was obtained from the French government to
port the EASEA platform on the cloud and the grid (project EASEA-CLOUD) and the EASEA



platform was chosen to be part of a very large 12M EURO French project submission to simulate,
predict and optimize Complex Systems (project RAPSODY). The new EASEA platform that was
developed in this PhD should therefore be further developed.

As detailed in the discussion section 11.2.1, it would be nice to also extend this work by defining
a metric for the comparison of implementations and their settings. Concerning the island model,
the promising scalability should be studied on various real-world problems. Finally, an accurate
characterization, as found in Cantu-Paz [38] could be defined.

In the mid 2000s, the frequency of personal computers processors has stopped increasing with
a peak 3.8GHz on an Intel Pentium IV chip around 2004. In order to still increase the power of
their processors, manufacturers chose to benefit from Moore’s law (that still seems to be valid) by
going the multi-core way, with the side effect that still due to heat dissipation problems, the first
multi-core chips saw their frequency drop drastically because two active cores were dissipating more
heat than one. Since then, CPU frequencies has started rising again, but is still not up to 2004
frequencies (3.46GHz for Intel Core i7 in January 2011).

So it seems that the evolution path for chips is to continue to increase their number of transistors
(rather than their frequency) and as a consequence, their number of cores.

Due to the massively parallel character of graphic rendition (on millions of pixels or vertices),
graphic cards manufacturers have chosen to develop specialized chips with the aim of implementing
as many cores as possible. By exploiting the specificities of graphic rendition algorithms, they
managed to embed in their chips up to two orders of magnitude more tiny graphic cores than there
are complex versatile ones in CPUs (6 to 8 cores for CPUs, vs up to 512 cores on the latest 2011
GF110 GPGPU chips). Even though these chips run at a lower frequency than CPUs (1.3GHz),
the number of cores they implement yields a monstrous 1.6 TFlops (GTX580 / Tesla M2050) wvs
around 50 Gflops for a contemporary Intel Core i7.

This many-core paradigm is carried further by High Performance Computing (HPC), that is
nowadays embodied by hierarchical massively parallel machines. Tianhe la, the Chinese PetaFlop
machine capable of a peak computing power of 4.7 PFlops, is made of 112 computer cabinets
containing 3.584 quadri-processor blades for a total of 14.336 hexacore 2.93GHz processors, and
7168 GPU cards (two per blade) each containing 448 cores, for a total of 3 million GPU cores each
clocked at 575 MHz.

In order to get a program to run on this super-computer, one should decompose it efficiently
in 3.584 different and independent tasks (there are 3.584 computers) that should also divide in 4
(these machines are quadri-processors) and then in 6 (each processor is a hexa-core). Then, each
task on each machine should be able to exploit the 896 cores of the two GPGPU cards, knowing
that on each card, these cores are structured into 14 groups of 32 cores that must all execute the
same instruction at the same time (SIMD parallelism).

Only a bottom-up inherently parallel approach can exploit such hierarchically massively parallel
super-computers (but also personal computers of the future) to solve generic problems, and this is
typically what evolutionary algorithms are. This PhD should therefore be seen as a contribution
to the development of a massively parallel evolutionary computation, to match the new trend that
is developing in hardware.
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Evolution Artificielle sur GPGPU : Résumé

1 Introduction

Les algorithmes évolutionnaires permettent de trouver des réponses satis-
faisantes, mais non-nécessairement optimales & des problémes complexes. La
puissance de ces algorithmes est directement corrélée a la puissance de calcul
disponible pour leur exécution. En effet ces algorithmes réalisent une explo-
ration en paralléle de ’espace de recherche, par le biais de I’évolution d’une
population d’individus plus ou moins adaptés a la résolution du probléme. La
puissance de calcul disponible contraint la taille de la population et donc la
capacité d’exploration ou d’exploitation qu’offre un algorithme.

Parallélement, nous assistons au développement des architectures de pro-
cesseurs multi-coeurs. Ces processeurs peuvent contenir jusqu’a plusieurs cen-
taines de cceurs dans une puce, mais possédent des contraintes structurelles
qui imposent une adaptation des algorithmes utilisés. Parmi ces processeurs se
développent depuis 2007 les processeurs de type GPGPU (pour General Pur-
pose Graphical Processing Unit), qui sont des versions généralisées de puce de
rendu 3D. Ces processeurs possédent jusqu’a plusieurs centaines de cceurs par
puces et permettent d’obtenir des accélérations de plusieurs centaines de fois,
sur certaines applications.

2 Algorithmes évolutionnaires

Les algorithmes évolutionnaires réalisent une exploration stochastique biai-
sée et paralléle d’un espace de recherche, & I'aide d’une population d’individus.
Le but étant d’adapter au fur et & mesure des générations ces individus aux
problémes en cours d’optimisation. Une progression de la valeur d’adaptation
des meilleurs individus de la population est attendue. Cette valeur d’adaptation
est donnée par une fonction dite de « fitness » qui note les individus. L’évolution
se fait en créant des individus & partir d’individus dits « adaptés » dans 1’espoir
que cette descendance soit encore plus adaptée au probléme a résoudre. La pro-
duction de cette descendance est souvent réalisée par recombinaison de parents
puis mutation de 'enfant produit par ce croisement. De par cette exploration en
paralléle et donc grace a ce principe d’algorithme & population, les algorithmes
évolutionnaires sont dits « intrinséquement paralléles ». Ils sont donc bons can-
didats pour étre portés sur des architectures multi-coeurs. Dans cette thése, les
algorithmes évolutionnaires sont étudiés sous ’angle de la parallélisation avec en
arriére plan, la conservation d’un comportement proche des standards acceptés
par la communauté. Plusieurs variantes d’algorithmes évolutionnaires ont été
crées depuis 'invention de cette discipline. Parmi ces variantes, nous analyse-
rons les algorithmes classiques tels que les algorithmes génétiques et stratégies



d’évolution. La programmation génétique fait aussi I'objet d’une étude spéci-
fique, car elle s’éloigne du modéle classique en réalisant une optimisation de la
structure des solutions en méme temps que de leurs parameétres.

3 Architectures multi-ceceurs GPGPU

L’émergence des systémes GPGPUs date du début des années 2000. Des
programmeurs utilisent alors ces organes de calculs, initialement destinés aux
calculs de rendus 3D (tels que les jeux vidéo, la DAQ, etc.), pour exécuter des
calculs génériques. L’utilisation dans les premiéres années impose la transfor-
mation de ces algorithmes vers des paradigmes de calcul graphiques, ce qui
engendre des modifications algorithmiques, parfois non souhaitées. L utilisation
de ces périphériques de calculs 3D pour la réalisation de calculs plus standards,
souléve l'intérét des constructeurs de matériel qui en 2005 se lancent dans la
modification de leurs architectures en vue d’unifier le calcul de rendu 3D avec
le calcul générique d’une maniére plus naturelle. Ainsi le constructeur NVIDIA
produit la premiére carte a architecture unifiée et I’ensemble de logiciel destiné
a son exploitation avec un paradigme de programmation paralléle plus classique
CUDA. Néanmoins, de par la cible premiére de ces architectures, elles restent
adaptées au calcul de rendu 3D. Le grand nombre de coeurs présents sur ces
architectures impose un compromis sur la taille des mémoires cache associé a
un ceeur et une structuration SIMD/MIMD (Single Instruction Multiple Data
et Multiple Instruction Multiple Data) qui implique une structuration logique
similaire des processus exécutés. Le rendu 3D tel qu’utilisé dans les applications
classiques des ces cartes, permet une forte structuration des accés mémoire, per-
mettant ’exploitation d’un large bus de donnée. L’utilisation correcte de cette
largeur de bus permet de trés hautes vitesses de transfert entre processeur et mé-
moire. L’utilisation de ces architectures pour une application différente nécessite
toujours une forte adaptation au matériel sous-jacent, sous peine d’une perte de
performance par rapport a la puissance théorique, délivrée par ces processeurs.

4 Algorithmes évolutionnaires et GPGPUs

Néanmoins, comme nous le montrons dans cette thése il existe des algo-
rithmes qui s’adaptent & ces architectures, sans étre directement liés au calcul
de rendu 3D. Les algorithmes évolutionnaires appartiennent a cette catégorie.
Leur principe de fonctionnement permet une parallélisation sur un grand nombre
de ceoeurs, ce qui assure 'occupation d’une ou de plusieurs puces GPGPU. L’uti-
lisation de GPGPU est analysée dans le cadre de algorithme génétique ou stra-
tégies d’évolutions, en proposant un principe simple et intéressant de paral-
lélisation. Ce principe permet I'utilisation de processeurs multi-coeurs pour le
calcul paralléle d’algorithmes évolutionnaires sans que le comportement général
de lalgorithme ne soit changé. Des résultats et des analyses de ces derniers sont
présentés. Suivant ces analyses, un second modéle de parallélisation est proposé,
qui permet un portage complet de l'algorithme sur la carte. Ce modéle impose
cette fois des modifications algorithmiques plus profondes, par I'utilisation d’un
opérateur de réduction de la population adapté au parallélisme. L’opérateur
DISPAR Tournament (Disjoint Set Parallel Tournament) permet une réduction



par tirage sans remise d’une population parents et enfants (u 4+ A) vers une
nouvelle population de parents (u). DISPAR a fait Pobjet d’une étude pour
caractériser son comportement par rapport a l'opérateur de tournois classique
avec et sans remise. Ce nouveau modéle de parallélisation d’algorithme évolu-
tionnaire sur architecture paralléle permet un gain de temps intéressant, sur des
problémes qui ne bénéficiaient pas du premier type de parallélisation. L’appli-
cabilité de ces méthodes est validée en utilisant des problémes artificiels bien
connus, qui permettent d’analyser les algorithmes d’une maniére qualitative.
Parmi ces problémes nous utilisons 'optimisation d’une fonction de Weiers-
trass multidimensionnelle. Une validation expérimentale sur des problémes non-
encore résolus est faite, en collaboration avec le département de chimie de I'uni-
versité de Valence, en Espagne, pour la découverte de structures de type zéolite
par algorithme évolutionnaire. Cette approche permet d’obtenir 'accélération
des calculs de plus de 100x sur une classe de problémes caractérisée, sans mo-
difications comportementales de I’algorithme évolutionnaire. De plus des lignes
de conduite pour l'utilisation efficace de ces architectures pour la résolution par
algorithme évolution de probléme ont été tracées. Une méthode d’équilibrage de
charge automatique permet 'adaptation d’un algorithme & un modéle de carte
quelconque. Enfin, la programmation génétique est étudiée. Nous avons mis en
lumiére I'intérét de 'ordonnancement de threads dans ce contexte pour réduire
les latences mémoire dont souffraient les algorithmes précédemment publiés. Ces
travaux permettent un gain en temps d’exécution proche de 4x par rapport aux
autre travaux publiés. Cette approche est évaluée sur des problémes artificiels,
de type régression symbolique de polynéme. Mais aussi par la résolution d’un
probléme d’automatisme en collaboration avec Stéphane Querry doctorant au
LSIIT. Dans ce dernier probléme, la programmation génétique aide a trouver
un modéle physique de drone. Ce modéle physique est un prérequis obligatoire
a I’élaboration d’un pilotage automatique pour un véhicule autonome.

5 EASEA

Finalement, la plupart de ces travaux ont été intégrés dans une plate-forme
logicielle distribuée publiquement, permettant 1’exploitation de GPGPU pour
I’évolution artificielle. Cette plate-forme est destinée & la recherche et & I'expé-
rimentation par des utilisateurs non-spécialistes ni d’évolution artificielle, ni de
parallélisation. Le langage EASEA préexistant a cette thése a été modernisé,
et adapté a l'utilisation de GPGPU, pour les algorithmes de type GA/ES et
programmation génétique.
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